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This tutorial will help you get stanted writing simple Applesoft BASIC computer programs on your Apple ${ }^{\text {क }}$ II computer. You won't learn all there is to know about Appleser: BASIC from jus this tutorial but by the time you finish these ten sessions, youll be able to decide whether you want to continuc learning about programming.

The product training disk that came with your computer gives you a brief introduction of Applesoft; you might want to work with that disk before you read this tutorial,

## What's a computer language?

A computer language is like the languages that people speak it has a vocalbulary and a syntax-word order is important and speling counts. Your Apple computer speaks a language calied Applesoft BASIC (a speaks other languages, too, but they aren't built into the computer, yout buy them on disks.) The computer reads the BASIC instructions you type from the keyboard, and then i docs exacty what it's told. Luckily, it's casier to learn BASIC than a human language because BASIC has far fewer words, and its grammar is usually very straightforward.

* BASKC by ony other name ... There arc many variations on the BASIC computer language. But in this lime tutorial tie terms BASTC, Applesoft BASTC, and Aphtesoft all refer to the same thing.


## What's a program?

Computer programming is writing instuctions fior your computer. The entire ser of instructions you give to a computer to make it do something is the program. Imagine that your computer is a per you want to train. You can't talk to your per in the same way you talk with a humin; you have to use a limited vocabulary to tell i exactly what o do. 『f you wanted it to do a series of things, you would give it a set of instructions, one instruction al a time. For instance, suppose you want your per to sit, lie down, and roll over, You'd do it like this:
"King, sit."
(King sits)
"King, lie down,"
(King lies down)
"King, roll over."
(King rolls over)
"Good dog!"
(King wags tail)
Of course your Apple wont sit lie down, or roll over, bus it will do a lot of things for you if you give in irstuctions in a systematic and logicil order. You use the same kind of directness, simplicity, and order in computer programming as in pet training (cxocpt that you don't have b praise your computer when i does what you tell il).

## Do you hove to program?

You don't have to wric programs to use your compucer. Thousands of programs have already been written for your Apple-programs for word processing, financial analysis, computerized file cabinets, and dozens of other applications. You just put a disk with programs on in into your disk drive and tum on your computer.

## Why would you want to learn to program?

First of all you anight find progranuing to be a low of fun. When you lean to program, you discover that your Apple isn't really magical (atthough it certainly scerns that way at times); it's fust following the instructions that you give it. When you program your computer, you make it do what yow want it to do-you get to create your own magic. Second, you leam a kt about how a compuler works as you learn to
progran 2. Thar gives you a better understanding of what your computer can and can't do. Finatly, you might find that programming is something that really intrigues you and stimulates your own creativity in ways you'd never thought about. You might eventually decide to become a profiessional programmer.
You can create simple entertamment, educational, and business programs with just an elementary set of instructions. For example, you can wrie very effiective educalfonal games in Applesolt BASIC; or even home budgeting and checkbook programs to keep your finances in order.

Writing your own program is an opdon available on your Apple. While youre likely to find programming useful and inveresting, you dont have to learn how to program to use youf computer, Bur it you do want to program, you'tll find Applesoft BASC a great place fo start.

## Patience required

Learning to progran is a lituk like leaming how to become a chef. You've got to be an experienced chef to pull off great scven-course meals; but the essentials of the craft begin with melting butter, turning an egg, and so on And the payoff is similar, too You don't have to be a master chef so enjoy a homernade omeleue (or amaze your firiends with your culinary prowess).

From time to time, youtl just have to be patient-but only for a litte while. Have faith.

## How to get started

Applesoft is built into your Apple $\mathbb{I}$ computer. But you need to prepare your computer to store the programs you create so that you can use uhem again. Cou'lu learn more about storing your programs ono disk in Session 4.) Here are the steps to take to begin your study of Applesofi: BASiC:

1. Read your Apple computer owner's guide first. ht conlains bls of valuable information about the computer that you'll need to know before you can begin to use Applesofl. Pay special altention to the section on formating disks. You'li need at least one forntated disk before you can start.
2. Insert the utilities disk that came whth your computer into the disk driwe, close the disk drive door, and turn on the computer, (Sce your owner's manual for instructions) Choose the Applesoft BASIC option and press Relurni you should see this symbol: 1
3. Remove the disk from the drive and replace t with a formated disk. Be sure to close the drive door.

Using Applesoh wifhout a disk drive: If you don't hewe a disk drive, you can still write programs; but you won't be able to store them To start BASTC without a disk drive, turn on your computer and then press the Control and Reset keys at the same time, then release them. You'll see this symbol: I.

## And now-begin!

This rutorial is divided into ten sessions; you'll need about an hour fior each session. Be sure to spend lots of time practicing whal you've learned in each session before going on to the next one; each session builds on the previous one
Above all, have a good time. Experiment as unach as you can. Break the rules. Try crazy things the worst thing that can happen is thal the computer will beep an you. (When this happens, beep back.)

Now, all you have to do is tum the page ank begin.

## Getting Started

The best way to find out if you like programming is to do some. To keep things simple, do everything exactly as it's presented in this tutorial. Of couse if you get bored, strike out on your ownt You wont break the computer by typing something wrong, and the important thing is to experiment, learn, and have fun.
In this first scssion, you'll learn the rudinents. You'll read about program lines and line numbers, and how to type in programs. Youtll see how to put messages on the screen with the PRINT instruction, and you'll learn some things about programming mistakes and how to fic them.

## The elementary stuff

Befiore you do anything else, type the word sew and press the Return key. NEW tells your Apple computer to make way for a new program. Pressing Return tells your Apple to look at what you jus syped. Until you press Return, your Apple thinks youre just talking to yourself:

```
|ENTM
```

Now type the following he exactly as you see it, and then press Return:

```
10 PRINT "SIT" -_Prass Reflum here,
```

The number 10 is called a line number. Your Apple executes the lines of instructions you type in numerie order, always begmning with the lowest number. For the time being, number your progran lines by 10 s . You'll learn why later in Session 3.
Afier you've typed all the instructions (which you've just done--your firs! program is a short one), type RoN and press Retum. The RUN command tells your Apple that you've finished giving is instructions and that you want it to carry them out:
RUN ———Preti Return nore.
Your video dieplay should look something like this:

## 15R"W

110 PRIHT WS!
1 RUN
1512
1 I

You've just writien and executed (another word for nun) your first computer program. Congratulations! Youve also just learned one of the most often used programming instructions: PRINT". The PRINT instuction tells your computer to display whatever appears within quotation marks. Here's some more practice using PRINT: Type the following program exactly as it appears. (If you make a mistake, just press Return and retype the line.) Be Sure to press Retum al the end of each line;

```
10 p-1r.t "11e down"
20 Pilnt "Rol? Over"
30 pFINt "GeT wEiRd"
FWN
You'll see this on your screen:
```

```
lie down
Roll Over
GeT WEIRd
```

* Why you dow need NEW here. When you re-use a line number, the new line replaces the old one. The last program you typed had only one line-line 10. This new program also has a line 10 , replacing the old one. It's as if youd typed NEW anyway.
Your computer doesnt care whether the leters arc uppercase or lowercase, or some combination of both. But youve got to be careful how you lype your instructions. Your computer expects to be told exactly what to do ma wiy that it can understand or you'll get an error message like this one:

FSNTAK JRRCOH IN 10
Computers always do exactlywhat you say, not necessarily what you mean to say. Even minor typing errors will bring up a syntax error message (usually with a line number to help you find the error). T"ype

NEN
and press Rewrm; then bype this one-line program and try running it:

(Be sure to press Return al the end of the line-this is your last reminder.)
After you run the program, you'll see this message:

```
TSYNTAK ERHOR IN 10_—__一_________listhelinenumber,
```

Even though you and any other human who saw it would know that you meant PRK"T instead of PRIMT, the instruction baffled your Apple. Luckily, most mistakes make your computer show a buile-in error message that will tell you what you did wrong. As you program more (and, naturally, make more mistakes along the way), you'll see more messages to help you understand how your computer operates. Remember: the computer displays error messages to help you correct mistakes, not to tell you you're a dummy. Treat these messages as helpful guides and not as nagging annoyances.

## Edifing: program first aid

You've just seen that you have to be careful when you enter a computer program to avoid introducing a bug, of error. Many bugs arc the result of simple typing errors; you can avoid a lot of debugging later by checking your typing as you go along.

Fetyping a whole line every time you make a simple typing error gets tiresome very quickly. Your Apple has some built-in features to make debugging easier.

Type the following line, bur don't press Return yet
10 PRINT x "LOOR OUT, you EUGMI—Don"tpress.Returnyefl
That $K$ between the PRNT instruction and the message is going to cause problems. You could re-type the whole line, but if you had to do that cvery time you made an error, you'd never get anything donc. Instead, locate the four arow keys in the lower-right coner of your keyboard. Then do this:

1. Press the Left-Arow key until the cursor is directly over the offending K.
2. Press the Space bar once to crase the K (don't use the Delete key; it won't work with Applesoft).
3. Lising the Right-Arrow key, move the cursor until 4 is to the right of the past quotation mark in the line, (If you press Return in the middle of the line, you'll lose everthing from that point to the line's end)
f. Now check and make sure your line is correct.

Your line should look like this:
10 PPR1NT "LOOK OUT, YOU BUG"
Now you can press keturn and run the program; it'll work fine.

* The origits of bug Back in the old days, computers used vacuum tubes, had a million miles of wires, and required large, air-conditioned rooms to keep them working. Computer folklore has in that one diy a moth got into the compuier room and flew into the computer. The moth was fired to a crisp, but in didn't de alone-its demise brought the computer to a dead stop. Ater searching high and bw to find what caused the computer to "crash," a programmer found the moth's remains and announced (with no regard for genus or phylum), "Hey. There's a bug in the computer." The rest is history.


## Summary and review

In this first session, you learned how to make way for new programs with NEW, how to execute programs with RUN, and how to put messages on the screen with FluivT. You saw how programs use line numbers to arrange the sequence of instructions. Finally, you leamed a few things about bugs and how to get rid of them.

Before you go on to the next session, experiment with the PRN'T instruction. Write a five-line program; then change the line numbers by retyping the lines (making the last line the first one, for example) to see what happens. And don't be afraid to make mistakes-nobody's keeping score!


## Arithmetic and Variables

You don't have to know a lot about arithmetic to learn to program your Apple computer. But most programs require arithmetic functions to make them work. (For example, in a checkbook balancing program you might want to subtract the amount of each check that you write from the account balance) In this session, you'll learn the basics of computer arithmetic. You'l also read about variables, the storage areas in the computer's memory that hold values. Finally, you'll learn the rules for giving names to variables to make them easier to handle-and then you'll be encouraged to break the rules to see what happens.

## Arithmetic

You learned in the first session that your Apple displays anything enclosed in quotation marks afier the PRINT instruction. To do arithmetic, use the PRJN' [ instruction withouk quotation marks.

For example, type this program and run it:
NRM
10 PRINT "5 + 5*
20 PRINT $5+5$
Rus
$5+5$ _____ Line 10 plilithed exactly what was inside the quatation mariks.
10 - Line 20 printed the sum a the two numbers.
In the first line, you told your Apple to print the phrase $5+5$. But in the sccond line, you said, "Add the numbers 5 plus 5 , and show the answer on the screen."

As you might expect, your Apple can do more than just add. In fact, it can do some extremely complex math. But in this tutorial, you'll stick to the basics: addition, subtraction, multiplication, and division. Here's a chart that shows the symbols (called operators) your computer uses to do simple arithmetic:

| Operator | Action |
| :---: | :--- |
| + | add |
| - | subtract |
| + | multiply |
| $/$ | divide |

The addition and subtraction operators are the same ones you've aloways used. You've probably seen the division operator before, used to express a fuaction (as in $7 / 8$ ). The only one that looks a little different is the multiplication operator; itts an asterisk (*) instead of an X. Many programmers use the letter $X$ to represent some unknown value, so somebody decided to use the asterisk (which is like an $X$ with a horizontal line through is center) instead.

IIere's a sample program. Type it; but before you run it, predict what the answers will be


Line 20 shows you that your computer can handle fractions-you just need to express them in a way your computer can understand. For example, if you mean to tell your compuier to determine the sum of two and one-half plus three by lyping this;

PRINT $21 / 2+3$
you'll get an answer you hadn't counted on Your computer will display 13.5 instead of 5,5 . It interprets $21 / 2+3$ as "divide the number 21 by 2 , take that answer and add 3 to it. Spaces between numbers mean nothing to your electronic friend,
If you worked out all of the problems in your head before you ran the program, the last answer may have been a surprise:

```
70 PRINT 10* 2 + 8/2_________一_Theon5werl$24.not14|
```

The result of the calculations is based on precedence Precedence is the order in which your computer does mathematical operations.

## Precedence: the order of calculations

```
In general, your Apple does calculations from left to right. But all
multiplication and division happens before addition and subtraction. Step
through the calculations in line 70 to see how precedence works.
Calculation; 10:2+8/2
Step 1: }10\cdot2=2
Step 2 8/2=4
Step 3: 20+4=24
```


## Use parentheses to change precedence

Sometimes you'll need to re-order precedence so that you can first do addition and subtraction and then do multiplication and division. For example, what if you meant

PIEINT $18+4 / 2$
to mean you wanted to add 18 and 4 first, and then divide the sum by 22 look at the following lithe progran to see how to do it:

SEHT


Line 10 first handles the division, then adds the result to 18 . Line 20 neorders precedence by enclosing the sum within parentheses. Parentheses change the order of precedence. Whatever you type within parentheses is solved first, again from left to right and multiplicallon/division before addition/subtraction.

If you need to, you can embed parentheses within other parentheses to show precedence in more complex sltuations. Just remember to go from the innermost sel of parentheses and move outward.
Take a look at this next program and see if you can guess what the results will be before you run it:

```
10 PRINT (7-3) • 2
20 PRINT 3 - {(10 - 6} (2)
30 PRINT (!4 - 3) ( {9 + 2)} * 2
40 PRINT ({1 + 2) P {2-1% + 11} / 10
```

Now run the program and see if you were right.
Whenever you stant using a lot of parentheses, check to make sure that the number of left parentheses matches the number of right parentheses. If the totals of left and right parentheses arc different, you'll get a syntax error message.

* Pretend youtre the computer livery lime you write a program or a section of a program, rum it in your head before you num in in your computer. The more you "play compuler," the more you'll understand how your computer operates. As that happens, you'll automatically type instructions the way the computer needs to see them; you'll soon find that you get far fower eror messages. Try in for a while and see what happens.
Experiment with your own arithmetic programs. Try mixing the precedence up. Mix in some phrases to label what you're doing. For example:


## NEW

10 PRINT "The sum of 12 plus 20 , pivided by the difference betwert 5 and 3,5 , is "
20 PRINT (12 + 201 / (5-3.5)

* About unstahty "runover" lines: if your computer is sat to display 40 columns an your screen, line lo's quotation ran over the edge of the screen and wrapped to the next line. 'The word dinded was split in the process. As you go along you'll pick up liule tricks to avoid such unsightly split words; for the time being, try to ignore them-yolu' computer does,
So now you know how to use your Apple to do arithmetic. And you can use $t$ as you would a calculator (although using a calculator is probably quicker and easier). But the simple arithmettc functions you just learned becone much more powerful when you use thern with variables.


## Variables

Variables arc symbols for values. They're called variables because their values can change or vary. Variables look like phrases you forgot to put in quotation marks:

```
NEW
10 PRIW* m午LLOM
20 PRINT HELLO
FON
```



```
0-Une 20'0work.
```

In this program，the first HELLO is a phrase for the computer to print just as it is，The second HELLO is a variable whose value happens to be zero． You give a yalue to a variable by using the cqual $\operatorname{sign}(-)$ ．

Add these lines to the HFLLO program and run it：

```
30 HE-LO = 220
```



```
RUN
HIELLO
12F
```

You＇ve just assigned the value 128 to a variable called IELLO．Think of a variable as a temporary storage box．Whatever yout put into the box stays there until you replace if with something clse．Add these two lines to your program and run i again：

50 HELLO $=3500$
60 PRINT HELLO
故N
You can do math with variables．Try the following program：
路：
10 A－ 15
$20 \mathrm{~B}=95$
30 PRINTA＋E
Variables can hold the result of calculations on other variables as well as on numbers．Type the following program and see if yout can guess the results before you run it：
$10104-5$
$20 \mathrm{HFGH}=9$
30 SUM LOW＊HIGH
40 PRINT SUM
The sum of variables LOW and HIGH ends up in the third variable，SUM．
Try out the following program to sec the various combinations of numbers and variables you can get．

```
10 w = 14.5
20x=6.5
30 PRINT (W) + X = 2
40Y=W-X+3
50 PRINT Y
60Z-3=%-2
70 PRINT &
```


## Naming variables

Applesoft imposes a few restrictions on naming variables. Here's a list:

- A variable name must begin with a letter.
- Characters after the first one can be a mixture of letters and digits (no symbols).
- Certain letter combinations (called reserved words) have special meaning 10 Applesoft and can't be used in any part of a variable name. (You'll learn more about this rule in Session 3.)
- A name can be up to 238 characters long, but the computer recognizes only the first two. (The others are to remind you what the variable stands for.)

When you write a very short and simple program, using single letter variables is a safe way to make sure a variable name doesn't conflict with another vaniable. CYour computer sees SUM and SUNDAY as the same variable because of the last rule in the chart.) But when you begin writing longer programs, it really helps to have variable names that describe what's going m .
For example, if you're calculating the area of a circle, you'll need the value of pi $(\pi)$ in your program. You could have the variable X hold the value of pi ( 3.141592 ). It makes more sense, though, to give variables more meaning ful names:

## NEW

$10 \mathrm{EI}=3.141592$
20 RADIUS $=5$
30 AREA - PI - HRDIDS " RADIWS $\qquad$
40 PRINT AREA
Descriptive variable names make it easy for you to see what the program is doing when you read your code (a synonym for program).

* Store only numbers in rumeric variables. The kinds of variables you're learning about fow are called funmeric variables. That means that you can use them orly to hold the value of numbers. In Session 3, youll learn about string variables, which hold anything-numbers, letters, special characters. If you get an crror message like "TYPE MISNATCH, youve probably tried to give a nonnumeric value to a numeric variable.


## Break a few rules

One of the best ways to understand a programming rule is to break it. Break every variable fule there is and see what happens. Go ahead-question authority. Here are some examples:

```
HEW
10 PRINT IV
RUN$
10
```

Your compuler thought you wanted it to print a 1 and then the value of the
variable V. (All variable names start with a letter.) Variables that you
haven't assigned a value to automatically hold the value 0 ; a 1 with a $O$ next to
it is 10 .
10 PRINT = 1
RTUN
TSYNTAX ERFOR IN 10
PRINT ; a reserved word, you can't use it as a variable.

```
10 WIMI=5
20 MIAMI = 回
3 0 ~ P R T N T ~ M I M I ~
RUN
a
```

Only the first two characters of a variable name really count. As far as your Apple is concerned, you assigned the value 5 to ms in line 10; but you changed it to 8 in line 20 .
Finding variable names that arc both meaningful and legat ean be a bit tricky at first. So when you run into a program bug, thefirst thing you slrould do is check your variable names.

## Summary and review

This session taught you how to use computer arithmetic and varables. You leamed the rules of precedence and how to program your computer to calculate simple and then somewhat complicated arithrnetic problems. You found out that variables are storage areas used to hold values and that the names you give variables should reflect the kinds of values they hold. And you saw that, like everything else in programming, there are rules for naming variables (and that breaking those rules is a great way to leam them).

The Outside World

Up to now, all the information that went into the computer got there through your program lines. When you wanted a variable to hold some value, you used an assignment instruction (as in mimber $=23$, so called becausc it assignsthe value 23 to the variable nuwer). You, the programmer, gave the program the varjable's value. In this session, you'll learn how to use INPL:T, an instruction that lets the program get a variable's valuc from the person using your program. You'll read how to construct meaningful prompling messages so your user will know what information the program nceds. And yould learn about string virialles, which let you assign leters and special characters (nol just numbers) to variables.
You'll also lean the difference between inumodiatecxocutionand defirred execution, and you'll encounter new instructions that let you clear the screen (HONLE) and get an updated listing of your program (LISI).

## INPUT

 programming that lets the computer and a human hold a conversation. INPL'I' lets you give inf ormation to your program while it's running. It makes the program wail until you (or the person using your program) types something and presses Return.
Type and run the following program: when a question mark (the Apur prompt) appears on the screen, type a number and press Return:

```
NE济
10 IFPET A
20 FRINT A - 5
```

Your Apple computer prints whatever number you typed afier the question mark. If you typed 3 , your screen would look like this;

23 -. ..... Your computer suppies me quettion mark automatically. 15

It's just as if you had typed $\mathrm{A}=3$ as a program line. Whatever you type in response to an NPE'T' prompt gets assigned to the input variable G variable whose value is assigned by the user, as opposed to one whose value is assigned by the programmer).

## Prompts

The question mark prompts you to type something. You knew what to type (a number) because this tutorial told you. But people using your program would have a hard time knowing what to do if all they had to go on was what appeared on the screen; a question mark in itself doesn't say much.
Applesof" lets you use descriptive prompts to solve this problem. Prompts tell a computer user what to do next. You can use either of two ways to show what the program wants. First, you can print a line that says what to do; then use an INPUT line.
Type this program and run it:

```
NEM
10 PRINT "I had a tough night, What year is this?"
20. INPITT Year
```

Now when you rum the program, the message on the screen lets you know that you need to type the year.

You can also use the INPUT instruction itself to print a prompt. A prompt with INPUI works almost like a prompl with PRINT, except that the prompt appears on the same line as the INPUT instruction:

```
MEG
10 INPUT "I hack a tough might. What year is this? "; ##ar, _", NewstutTherel
30 PRINT "and I mlsged Christmas."
```

(He sure to give the computer an answer when it prompts you for one.)
The semicolon between the quotation mark and the variable name in line 10 is important; you have to include a semicolon when youre using a prompting phase with an INPUT instruction. Note that when you use a semicolon after an INPUT instuction, your Apple omits the question mark prompt.

* Some \#ps on using PRINT: Line 20 has implications you can investigare on your own. 'To ger you started, note that:

1. There's a semicolon alier the final quotation mark-the semicolon tells BASIC o show the value of the variable on the same lite as the quotation.
2. Your Apple does a litle arithmetic on the variable year.
lerc's a program that shows several examples of self-prompting INPUT lines:
```
%อ%
10 PRINT MTRIVIA PROMEFT GAME"
O PRIMT
3! INPUT "How Ihary carcls brat in adeck? "; Gardg
40 INPt!% "flow many U.S. congreaspergons are there? *% CP
SO [NEUT "Hlow many keys are there on your keyboarci?"; Keys
6) INEUT "How many days are in a loap year? m; Leap
* Hegal names and sywax errors: The trivia program uses stescriptive variable names in all lines except line 40 . The variable rame CP is ros very descriptive, but both Congress and Persons contain the reserved word ON. (See the list int Appendix (3) when you get a synuas error in your program and you dort know why, by changing the variable names.
```


## More editing: adding lines

Somenimes you have to add lines to your program, If the new lires belong at the end of the progran, you just type a bre rumber larger whan the last line number in the old program and start typing. But what happens of you need to add a line in the middle? Nothurg to it. All you have to do is type a line rumber that's between the numbers that already exist.
lior example, suppose you have the following program, arst you wart to include a line berween liries 10 and 20:

```
NEW
lo PuINr "R0member ton
20 PAMEN "Lhe deg"
```

You want to remember to foed the dog. All you do is add the followirg line to your program:

```
15 PRINT "feed"
```

Go ahead and ruf the prograrn. You'll see that everything turned out in the right order.

* Leave intenals between line numbers: All the sample programs youve seer in this tutorial have line numbers spaced 10 apart. If the current prograrn had been numbered I, 2 instead of 10,20 , you wouldnt have had room to insert the rew line, and you would have had raype the whole program.


## Cleaning up with HOME

Your screern gets clumered aficr you've typed thed run a few programs. The HOME instruction elcats the screen and places the cursor at the upper-left
corner (the cursor's beginning, or home, position). Each tirme the program encounters HOMA, it clears the screen and homes the cursort

## क䖠

15 THTE

3) HOME

AO INPUT "HCN OLO IS THE PRESIDENT? "; PRES
RUN
The screen cleared with each new question. That way there's no conlusion about what the program expects, and there's no cluttcr from other programs.
You can also use HOME without a line number whenever you ficel like doing some light houseclcaning. Just type howe and press Return.
'Try i nowt
HOME
HOME clears the screen-il doesn't clear memory. HOME just erases the junk cluttering your display. It has absolutely no impact on memory. (Don't confuse $\frac{1}{2}$ with NLw.) But after you use llOME to clear your screen, you'll need a way to see your program lines again.

## LIST

'Type Last and press return to sec your program agatn. Thy it now.
LIST
As your programs get longer, you'll use LIST' more and more. 'Type the following program to test the different ways to use LIST:

```
NEF
10 HONE
29 PRINT "And Maud Prytchard"
3) PRINT "Waddled the bible-black path"
40 PRINT "to the boat-bobblng genem
50 PRINT "with nary a mind"
60 PRINT "for Mr, Pritchard, dogal as biscmits,"
```

First, ru the program; then list it. Once you've listed your program, try the following variations of the LIS' command to sec what happens,


With the small programs you've written so far, you won't need all these variations in the LIST command. But bater, when your programs are so large they roll off the top of your screen, you'l want to list small program scgments.

## String variables

In Session 2, you iearned horw to use variables twith numbers. You can also use variables with text. Variables that hord text are called string variables. String variabre names always end with a dollar sign (\$), and you define them (that is, give them values) in nearly the same way as numeric variables:

## MER

10 HOVE

30 PRINT Aunt
Vhen you rum this program, the words Aunt Lizyy appear on the screen. Line 30 works the same as
prawt "Aunt Lizzy"
You carn put just about anything into a string variable. Unlike numeric variables, which aceept onty numbers, string variables can hold lettefs, numbers, symbors-even punetuation:

NEW
10 HOME


Your computer printed everything between the quotation marks in line 20. ll's important to remember that numbers are not treated as numbers when they are in string variables. They'te treated as texi-just symbols, a string (get ile) or characters without meaning to the computer.
Run this next program to see numbers treated at text:

```
10 HOME
20 AS - "10"
30) 嵒索 = "20"
40 PRINT AS + DS
```

Instead of getting 30 y you got 1020 . The plus sign(+) doesn't "add" the string variables. (How do you add letters?) It just strings them together. it computer terms, it concaten, tes them.

You can also use string variables with INPUT. You use prompts with a string variable INPLT just as you do with a numeric variable INPUT. This next program mixes both kinds of variables:

```
10 BOME
```



```
39 ExpJT "Type your age: "; NTMM
40 HONE
```



```
60 PRINT" is "; Therg'sqspacebeforethei andafterthes,
7% PRINT wTMM;
0) PRINT "Y巴afs oldc"
```

Just o sce what happens, type some letters when your Apple asks for numbers. (For example, bpe eighteen instead of the number 10.)
As soon as you press Return, you get this error message:

## 

That just means your program expected a number and got something else. Do as it says-re-enter a number (your computer wouldrit Jie to you), and everything will work fine.

## Variables rules recap

In case you've forgoten, here are the rules for naming variables. The last one applies only to string variables:

- A variable name must begin with a letter.
- Characters after the first one can be letters or digits.
- A name can be up to 238 eharacters Jong, but the computer recognizes only the first two. Cthe others are to remind you what the variable stands for.)
- Certain letter eombinations (called reserved words) can't be used in any part of a variable name. See Appendix B for a list.
- Alj slring variable names end with $\$$.


## Debugging

Murphy's law, "If anything can go wrong, it will," applies doubly to programming (Lubarsky's Law of Cybernetic Entomology applies equally: "There"s always one more bug"; but that's for a more advanced tutorial.)

Experienced lackers (another term for programmers) and beginners alike make all kinds of little errors while programming. Debugging a program (that is, ruthtessly tracking down and exterminating bugs) is a normal part of creating a computer program; more of con than thot, it's a major part. That's why your computer has error messages.
Knowing the difference between immediateanddefercedexecutionis helpfut in debugging programs. When you type ruv or new or Lise without a line number, the computer docs what you want as soon as you press Return. This is known as immediate execution. When you write a program with line numbers, the computer defers execution until you run it. This is called deferred execution. immediate execution is extremely useful in debugging programs.
For example, type and run the following program:

## NEW

10 HCNIR:
20 MGNEXS - " $\$ 1,000 "$
30. PRINT MONEYS

You gat ssymax Erros. in 20 instead of the $\$ 1,000$ you expected. List line 20, and you will be in for a surprise:
20 M CN EX5 - " $\$ 1,000 \mathrm{M}$
What happened to $M$ an Eys? It's all broken up. Type:
MONEY $=157,000 \mathrm{~m}$
As soon as you press Return, you get a syntax error, You have a reserved word (ON) embedded in your variable name. In your program listing, you can see that ON has been separated from w on axs it lines 20 and 30 . You can rewrite your program with another variable name, but first test the afternate name by using immediate execution. Try the following:

```
grcess = "$1,000"
```

There was no error message this time. That means bucks is acceptable as a variable name. In this case, changing the program takes only a fow seconds; youtve used moneys only once. But consider a situation in which you've typed a much longer progran, using moneys 25 or 30 times-it would take quite a bit of time to change each instance of moneys to aucks. It's a lot quicker testing out possible errors by using immediate execution than rewriting your program every time you encounter an error.
The trick to successful debugging is isolating the problern. Some error messages give you the line number where your computer detects the problem, This helps you zero in on the problem. Test the possible problem from the immediate mode as you saw in the example with moneys and bucks. Correct the error in the program, and re-run it to see if more
errors occur. If no more errors happen, then your debugging succeeded-at least as far as variable names are concemed.

You'll find more uses for immedjate execution as you go along. Experimentation is the key. Try evetything first with immediate execution; you'll be in for some pleasant surprises.

## Summary and review

In this session, you learned that you can get information from the user with the INPUT instruction while your programs are running. [Be sure to use descriptive prompls with NPUT"; that way people who use your programs car know what theyre supposed to type. Descriptive prompts are to the users of your programs what descriptive variable names are to you, the programmer.

You also learned about string variables. You saw that they work and look much like numeric variables, except that string variables end with $\$$, and their values are surrounded by quotation marks in a program line.
The HOME instruction clears the screen for you. LIST lets you see all or some of the lines of the program in memory to make program debugging easier.

You also learned that you can use many programming jnstructions with immediate execution to hetp you debug programs.


Using the Disk and Other Devices

As you write longer and bener programs, you'll want to start saving them to use again. This session explains how to store programs onto disks and how to get them back agam.
You'll learn about three different kinds of memory (RAM, ROM, disk), with emphasis on disk memory. Youll see how to store a program onto a disk with SAVE, retrieve the program with LOAD, and see a list of all the programs on a disk with CAT. Youll learn how to get rid of outdated prograrns on a disk by using DELETE.
Youll also learn how to Use PR\#1 to get a version of your program on paper instcad of on the screen, and how to usePR*0 to use the screen again. And you'll and the session with a review of everything youve learned so far.

## Computer memory

RAN stands forRcindomaccesshemory. RAM is temporary. When you Cirst turn on your computer, this memory has nothing tneaningful in it. When you write a program or tell your computer to retrieve a program stored on a disk, that information gocs into RAM. When you turn off your computer, all of the information in RAM evaporates.
ROM is Readonlyafemory. It's a kind of memory that holds information permanently. The Applesoft BASIC language is stored in this kind of memory; when you turn your computer off, the language stays in ROM (but not your program). Nothing that you type gets stored in this kind of memory.
A disk is what you save programs on. Disk drives (the devices that disks go into) work a loi like tape recorders. With a tape recorder, you talk into the microphone, and your voice is recorded on magnetic tape. Then you rewind the tape and listen to your voice. Your computer works the same wiy, except that instead of using tape recorders to save what's in RMA onto tanc, il uses disk drives to save information onto disks. Once you've got a program on disk, you can "play it back" again and again.
hou dont have to worry about the technical detalis of RAM, ROM, and disks. But youll save yourself a lot of grief if you remember that when you turn off your computer, everything in RAM disappears into clectronic oblivion.

## Files and catalogs

Most well-organized people put written records in files so they can find the records again. So too with computer records. Progranss stored on disk are also called files. There are several other kinds of files, but the only kind you have to know about for now are program files the name given to programs stored on disks.
Making a list or catalog of what files are stored in a file cabinet makes it casier to locate a file when you need it. Essentially, that's what your computer does when you save a program on a disk. You store your program by using the SAVE command, and the name of the progran is placed in a catalog. When you want to use a program, you look it up th the disk's catalog with the CAT command to make sure it's there; then you retrieve \& by using the LOAD command.

* Commands versus instmotions-a malter of leminology: That last paragraph used the term command several times. A command is like an instuction in that it tells the computer to do something. The difference between a command and an instruction lies almost entirely in when the computer does what you want. Essentially, a command is an order that the computer executes immediately; an inslruction is an order whose execution is deferred. li's just a matter of terminology.


## How to save programs

Storing a program onto a disk is the easiest thing in the world. You issue the SAVE command, giving your program a name you can use later to get it back from the disk.

To get schne practice, first type in this progran:

```
NEW
10 PRINT "Thls is my VCry first alaved proqram."*
20 PRINT "I'G very prouq of it"
30 PRI&IT "(ot I w111 be, if I can gec it back)."
```

Now you need to think of a name Here are the rules for naming a program.

- A program's name can be up to fifteen characters long.
- The name must begin with a letter.
- You can use letters, digits, and periods in the filename, but your can't use any other characters, and you can't include any spaces. You can use both uppercase and lowerease characters, bat the computer converts att letters to uppercase.
- Alt filenames on a given disk must be unique. But all characters in the name count, not just the first two, and you don't have to worry about reserved words. So coming up with different filenames shouldn't be much of a problem.
- The name should reflect what the program does.

Here are some legat filenames:

## C-II:CK ВООK

ADDING. IPROGRAM
AH. 1ANDAH. 2
NOT. 1.5 Sal .
These names, though, are illegal:

| Hegal Hame | Problem |
| :---: | :---: |
| 1ONE | Begins with a number. |
| T1-IIS.PROGRAM! | Exclamation mark is illegal. |
| POTNT | Begins with a period. |
| A.R1:ALLY,TRULYN゙HTY.PROGRAM | 'Hoo, too, long. |
| GRLAAT STLTF | There's a space. |
| GMany pcople use periods in filcnames where they'd use spaces if they couk.) |  |
| Save your program onto a disk now. You can use whatever legal name you want; AYYFIRSTEFLE seems like an appropriate one. |  |
| 'lype this line and press Return: |  |
| SAVE MY.FIRST.FILE |  |
| The disk whirs and kerchurks a bit, When it stops, a copy of your program is safcly stored on the disk. Note that word-copy. Storing a program on disk doesn't have any effect on what's in the computer's memory. |  |
| Type List and press Return; youtll sce that the program is still there. |  |

## Reading the catalog and retrieving a program

Once you've saved your program to the disk, type NEW and press Return. Now you know for sure that there's nothing in memory. (Type LIST and press Return to sec for yourself.)
To look at the files on your disk, use the CAT command. You'll get a list of all the files on the disk.

Type this command and press Return:
CAT
Assuming there are no other programs on the disk, your screen will look like this:

(Of course, your screcn will look differcnt if the disk arready has other programs on it.) The program MY.FIRST.FILE is now in the catalog. (For information on what the rest of the display means, see the manual that came with your compuler.) The next step is to retrieve the program. To do that you need a new command, LOAD.

Type this command and press Return:
LOMD MY.FIRST.EILE

You'll hear your disk drive whir a second, and then the prompt and cursor - ill reappear. That means your program was successfully loaded into memoty.

To make sure it's the program you saved, list it:
ETST
Your program appears, just as $\boldsymbol{3}$ was when you saved it.

* LOAD does a NEWR When you load a program, your computer furst clears is memory of any program that might already be there. This means you don't have to worry about two programs being mixed together, (It's possible to combine two programs, but the technique is too advanced for this tutortal) Think of LOAD as having an automatic NEW aluached to it


## Cleaning up

If you're really carcful when you write programs, you'll save different versions as you go along. For example, you might have saved these programs on your disk:
STAMPS.V1
STMMPS.VZ
STAMPS.V3
If you know for suse that the last version of your program, STA'tPSV3, is the only one you plan to use, you might as well get nid of the other versions and free up room on your disk. You delete files by using the DELE IE command.

To delete STAMPS.V1, type

You'll hear the disk whir, and STA'tlP S.V1 will be just a memory Chuman, not computer). Just think of DALLTE as the opposite of SAVE, and use the same format.

* DFAEST:s not reversble: DEHETE is forever. Once you delcte a program from the disk, it's gone. Be sure that you want to ged rid of a program before you use DELETE.


## For printer owners: printing your listings

So far, you've sent your program to the screen and to the disk. Yous can also send your program (and anything else you type) to the printer.

Printing out a program, especially a long one, is expremely helpful in program debugging; your experience will show you how very true this is.
To list a program on your primer, follow these steps:

1. Make sure your printer is properly connected to the computer.
2. Cheek that your have paper properly loaded.
3. Be sure the printer is turned on.
4. Type Pr.en and press Return.
(If you don't follow any one of the first three instructions, your computer will appear to be stuck) The PR 1 command makes everything that would go to the screen go to the printer. If you type LIST after you've typed a $\mathrm{PR}=\mathrm{I}$ command, your printer will clank out the listing (unles's you've typed LST incorrectly - in which case the syntax error message gets printed).
To see the computer's output on your screen again and to stop using your primter, type this:

## PR4 9

and press Return. The command will appear on the printed page; but after that, subsequent commands and listings will appear on the screen instead.
Bugs can be tough to find in longer programs, especially when your listing is so long that 1 scrolls off the screen. Prining out your listings can save a great deal of deburgging time.
Type thls program and try listing it on your printer:

```
NEW
10 ном:
```



```
30 PRINT "If there's a bug bere, the printer"
40. PRINH "wIL2 help me track it down."
Pa*1
H5
Your printer gives you a hard copy listing of the program.
Before you turn off your printer with PR\#0, nurs the program to sec what happens. Then type \(\mathrm{PR} \neq 0\) to get your BASIC prompl (I) back of your display screen.
```


## Using what you've learned

You've had kess to learn in this session than in the three previous ones.
Lse your remaining BASIC sludy time to write some programs that use all the instructions and operators youtve learned so far. Mere's a list to jog your memory:

Instructions
HOME INPUT PRKNT

Operotor:


## Concepts

Immediate and Deferred Exccution
Meaningrul Names
Precedence
String Variables

## Summary and review

In this session, you learned how to store programs onto disks by using the SAVE command, and how to get them back by using LOAD. You learned how to name programs, and which characters are legal in a name and which ones aren't. You saw that CAT gives you a list of all the files on your disk, and that if you use $P R \# 1$, whatever ordinarily goes to the screen goes to the printer. ( ${ }^{\prime}$ R\#0 sends information to the screen again)


Loops and Conditions

If the first few sessions, you learned the rudiments of BASIC
programming. Now it's time to get down to some more advanced stuff. In this session youre going to learn about three very powerf ul principles: loops, relationals, and conditionals. You'll also read about some BASIC shor culs that make programing easier, and you'll learn some other helpful instructions.

## Loops

To loop is to go over the same part of a program more that once. For cxample, suppose you want to get ten names with INPUT and print them one after another onto the screen. It would be a lot easier to repeat the part of the program with the INPUT instruction than to wrile ten separate lines with INPUT:

```
NETP
20 HOME
20 INPUT "Gimme a name: "; NAMES
30 PRINP NMAES
40 ... _ Haw do you get back to line 20?
```

What you need is some instruction that lats your program loop back to line 20 to get another name. That instruction is GOTO.

## GOTO

The GOTO instruction directs the program to go to any line you name. This program clears the screen, then skips to (or branches to) line to instead of going to line 30 :

NEW
10 HOME:
20601040

40 PAINT "I'm the only 11 ne Youtll gece"
Here's another example. Type the first program of this scssion, but this time type

```
40GOTD 20
```

for the last line．Then list the program．It should look like this：

```
10 HONE
20 IN⿱艹⿻日丿十⿱⿴囗十丌
30 ERINT NAMES
49 00TG 20
```

This program repeatedly asks for a name and then prints out what you lype．The program will go on doing this forever as long as somebody keeps typing in names（or until somebody pulls the plug）；every lime the program reaches line 40 ，it goes back to line 20 ．
＊Infinde loops：What you＇ve got here is an infinite loop．Sometimes，infinite loops can be helpfiul－this isn＇t one of those times．To get out of the loop before you fun out of names（or patience），press the keys marked Control and $C$ an the same time；release them and pross Return．That＇s called pressing Control－Ci you＇ll run across this term of ten if you read computer books and magazines． When you press Control－C，your computer will announce：

BREAK IN 20
The message means that you＂broke ino＂the program at line 20．When a program gols stuck（or hangs），sometimes the only way to regain conurol is with Control－C．
This program solves the problem of getting lots of names without retyping NPLT lines again and again．But it＇s out of control．You need a way（outher than Control－C）of getting the program to stop looping when yourve had enough．

## Conditional branching with IF．．．THEN

BASIC has a two－part instruction called IF．．．IHEN．I gives your program the power to make decisions－which，as it turns out，is just what you need to solve the infinite loop problem．The general format of IF ．．．THEN looks like this：

```
IF <something is mue> TTHEN <perform some action>
```

An If．，itEEE instruction decides whether or not something is true．If what you say in the first part between the words IFand TIIEN（called the condition）is true，then your computer does whatever you put after TFILAN． If the condition is not true，then the program ignores everything after THFN and drops to the next line．
To see this in action，add two lines to your infinitely looping program：

```
25 IF *Mn"|ES = "enough" THEN GOTO 50
50 PRINT "And that ends the name list,m
```

Here's the whole listing:

```
10 म⿳MME
20 INPUU "Gimme a name: "it NAMEs
25 IF NAMES = "enough" THEN GOTO 50
30 PRINT NANES
40 gote 20
50 PRINT "And that ends the name list."
Run the program now; afler you've typed a few names, type enough and the
program ends.
```


## Building on the model

Going by the model IF <something is mue> THEN <perform some action>, in the previous example the something-that's-true (the condition) is $N_{4} 4 \$=$ "enough." When NA\$ was anything except "enough," the program went on looping; when it was enough, the program branched to the final line. The branching was the perform-some-action part.

- Stant a sauthe phan: As you type in your programs, you should ger into the habit of saving them to your disk before you fun them. Then, save them of ien as you develop and change them-once every ten minutes or so will do nicely. Theren! be situations when even Control-C won't get you out of trouble ¿like, for instance, when your little brother playfully flicks of the power switch). If you save the program often, you wont have to recreate and retype your latest refinements.


## Relational operators

Here are some more examples of 1 ... THEN instructions. Pay carcful attertion to the conditions; you'll sec: some symbols you haven't seen before:

```
IF NAS = "QUIT" THEN COTO 100
IF AS & "APPLE" THEN PRINT "YOU LOSE!"->>>mean\ "not the same as",
IF SLH > 10 THE" }\textrm{T
IF COUNT< 100 THEN GOTD 20-____<<<means "less man*,
```

Those liule angle brackets are called rel.ntionat operators. They describe a relation that exists between two things. Here's a chart that shows all the relational operators and what they mean:

| Oparator | Meaning |
| :---: | :---: |
| $>$ | greater than |
| $<$ | less than |
| ＝ | equal to |
| $\rangle$ | not equal to |
| $>$ | not less than |
| $\leqslant$ | not greater than |

The next two programs give you some examples of what you can do with relationals，GOTO and 1 F ．．．THEN instructions．They also present you with some challenges，teach you a new instruction or two，and give you a few BASIC short cuts．
Comparing Vafues：This program asks you for two numbers，then tells you which number is the lower one．The program has a few surprises in it io keep you from getting bored．
First，type the program．Then sec if you can figure out what＇s going on before you run i．Finally，run it and see if you were right．

```
N5
1N HOWE
15 PRyNT rTo prdy the progrgm, tyPe a O for the Eirst Tumber,"
20 I制UT HENter the f1エ゙白t Number: "; N|l
2S IF ND= & THEN END
30 INPUT "Enter the second jumber: "% N2
35 1F N1 > 县 THEN GOTO 200
40 IF NL & NZ THEW FOTO 200
```



```
50 GOTO 20
```



```
110 FOTO 20
2QQ PRINT *1;" $क 1OWRI tham "; NQ
210 goto 20
```

Here are some questions for you to consider before reading further：
1．There＇s a new instruction in line 25 －END．What does it do？
2．Line 15 will print its message only if both numbers you type for lines 20 and 30 are the same．Why？

How The l＇rograma Works tine 15 lets you know what to do to stop the program without using Control－C．The END instruction in line 25 does the work of stopping the program－but only if you type a 0 ．Line 45 is
exceuted only when values for N 1 and N 2 are the same. To see why, look at the two previous lines. Line 35 goes to one part of the program if N 2 's value is lower than N1; line 40 goes to another pan of the program if the opposite is true Being the literal "thinker" that A is, your computer continues on to the next line (line 45) only if there's th reason not to-in this case, if both values are the same-
Assigning Variables: This next program shows how IF ... ThEN can assign different values to variables. In this instance, the values are different words. (They could just as well be numbers.)
"ype the program. Before you run it, figure out

1. What are all those question marks for?
2. What's strange about line 80 ?
3. What's line 80 for, anyway?
be sure to figure out the challenges before you run this zoologically
questionable program:
```
NTX
10 Howx
20 7 "1. SWIMS"
30 % "2. HALKS"
40 3 "3. ELTES"
35 ए太\K%
60 ERINT "Thymik of an andrall. Then choosom e"
65 ? "number that besc deseribes how your"
T0 INPUT "anImal moves. "; NDIMBER
g0 IF NUMRER% 3 THEN 10
70 IF MUMBER < 1 THEN }1
100 IF NUMBER = I THEN AMMMALS ="Fishan
$10 IF NUWEER - }2\mathrm{ THEN ANIMALS = "Mammal"
120 IF NUMEER = 3 THEM ANTMRLS = "Blrdr
130 PRINT
200 FRENT MI bet your antral 25 a" * A"MHALS
```

Those question marks are a shorthand way of typing PRINT". Saving four keystrokes each time you want to use PRNT can save you lots more time than you think. When you list your program, each question mark will be converted to PRLT.
line 80 is peculiar in that it leaves out the word GOTO. It turns out that any of the following forms work for the GOTO instruction within an IF...TIEEN:

```
IF NUMBER > 3 THEN GOIO 10
```

IF NUTMBER $>3$ TITEN 10
[IF NUMBER $>3$ GO1O 10

In other words, you can omit THEN or GOTO-but not both.

The purpose of lines 80 and 90 is to set traps to make sure anyone using the program doesn't put in a number that's beyond the range of choices, Traps give your users another chance th case they make a mistake (which is an anoying human tendency).

## Use REM for remarks

The REM instruction lets you write notes to yourself about what your program does, and lets you include the notes in the program. These notes show up only when you list your program; people can't see them when they rum 1 i.

For example, you can use REM instuctions to keep information about the program handy, or to tell you what the progran segment is doing:

```
100 田EM* ***********FF#********************
110 REM The Great American Computer Program
115 REM by Throckmorton Scribblemofger
120 REM Version 26.5
125 FEM JulY 4, 1987
130 REMM #***********************************
135 F&M Clear the screer
140 HOME
145 COM* ENLS = TREF comments don*t appear on the screen."
150 REM PrLnt a message on the gcreen
155 PRINT COMMENTS
160
```

REM instructions are reminders for people, not for computers, REM instructions do nothing to your program. When the program reaches one, it ignores the RLEM instruction (and anything afler is on the same line) and goes on to the next line.

* Put progran name in a REM line: Make the firs or second line of your program a REM line containing the progran's name. Then, when you change the program and want to save the new version onlo a disk, you'll always know what name to use,


## Practice time

You covered a lot of ground in this session. Before going on, experiment with what you've leamed. Go back and change the example programs, Try to "break" some programs; find the limits of the instructions you
learned in this session, Certainly write some programs of your own, Make mistakes-theyre free.

## Summary and review

This session showed you how your computer can loop and make decisions (that is, process information). You use loops to repeat a process several times. Instead of having to repeat the same line throughout your program, you can use GOTO to repeat the lines. This saves a lot of time in building your programs.

The IF...T1EN instuction is your computer's "decision maker." with IIF:...THEN, you can branch to different options and jump out of infinite loops. You can trap mistakes with $1 F$... THEN to make sure the persort using your program types information for INPUT instructions within the program's range.
You learned some short cuts for writing GOrO instructions within IF...THEN instructions, and you saw how to use the question mark in place of PRINI'.
Finally, you saw how to use Rem to remind yourself what a particular part of your program does. By using REM throughout your programs, you can clearly organize your program lines; by marking program segments to make them easier to find, you make debugging easier.


Graphics

Up to this point, all youve seen on your Apple computer is text. But you can also produce some wonderful color graphics. Your computer has several graphics modes; in this session youll learn the one called low resohntion graplics. (It's the easiest to use.)
You'li learn the difference between your computer's text and graphic modes, while learning the GR and TEXT instructions. You'l see how to use COLOR= to sct one of sixteen colors to use with PLOT (for ploting points), VIIN (for drawing vertical lines) and HLIN (for drawing hotizontal lines).
Besides all this, you'll learn the RND instruction for producing random. numbers-which yould use, in turn, to produce some pretty snazizy graphics.

## Text and graphics

Your computer has separate modes for text and graphics, (A mode is any of several ways a computer interprets information.)
To get started, you need to know two instructions-one to get into graphics mode and one to get out. When you turn on your computer, it automatically goes into text mode. When you type the instruction GR for graphics, your computer goes into graphics mode.
Type the command

## Gt

(don't use a line number) and press Retum.
Your screen went blank, and the cursor popped up at the bottom of the screen. The top of the screen, above the cursor, is for graphics; it takes up 20 of the screen's 24 lines. The bottom fout lines are for text.

* For non-color users: Everything in this session assumes youre using a color monitor or color television set. If you're using 2 black and white TV or a monochrome monitor, the shapes you draw are displayed in difterent patterns instead of in colots.



## A 40-by-40 canvas

The low-resolution graphics screcn is a 40 -by- 40 grid. The PLot instruction places a block in the horizontal and vertical positions you specify. HLOT 0 , 0 would place a block in the upper-left corner, and PLOT 39, 39 would put a block in the lower-right corner.

Add the following lines to the program yot just typed to see the limits of PLOT. (Don'l, worry abott not being able to see the rest of your program; you'll see it all again in a minute.

```
%0 PLOT O, 0
50 PLOT 39. 39
RuN
When you run i now, you'll see three blocks running diagonally down the screcn. lhe one in the upper-left corner is position 0,0 , the one at the lower-left is position 39, 39. Here's what the whole matrix looks like:
```



Before continuing, see f you can plot blocks the lower-left corner, upper-right comer, and the middte of the left and right sides. Once you know how to do that, you can plot anywhere you want.

## Seeing your listing again

When you added new lines to your program, all the text above the new lines scrolled out of sight behund the graphics. To sec your listing again. you'll need to get back to text mode.
Using immediate execution (that is, giving an instruction without a line number), type :

TEXT
and press Return.
The strange pattern you see is the result of your Apple looking af its own graphics symbols and interpreung them as text. To humans, it's just junk (or Punk Art). T'ype:

HOME
and press Return. Then list the program. If you got the last program right, your listing looks something like this:

```
LIFT
10 GT
20 cOLQR= 3
30 PLOT 19, 19
40 PLOT 0,0
50 PLOT 3% 39
60 FLOT 0, 39
7% PLOT 39,0
80 2LOT 0, 19
90 PLOT 39, 19
100 PRINT mPurple Fquare on Black F'A&ld (1906)"
```


## Plotting colors with COLOR=

The COIOR $=$ instruction (the $=$ is part of the instruction) lets you decide what colors go where. Here's a chart of all the colors you can usc:

| Number | Color | Number | Color |
| :--- | :--- | :--- | :--- |
| 0 | Black | 8 | Brown |
| 1 | Magenta | 9 | Orange |
| 2 | Dark Bive | 10 | Dark Gray |
| 3 | Purple | 11 | Pink |
| 4 | Dark Grecn | 12 | Grecn |
| 5 | Gray | 13 | Yellow |
| 6 | Blue | 14 | Aqua |
| 7 | Light Bluc | 15 | White |

The COLOR= instruction by itself won't add color to anything. It colors only what you draw on the screen. The color you set with COLOR= stays in force until the next COLOR= instruction.

Add this new line to yout program:

## 65 color $=13$

Now run the program and see what happens.

* Unchuftering the gext You've got only four lines of text when you use graphics mode; you don't need to have one of those four lines cluttered up with a lelt-over RUN instruction, Acsihetics are, alter all, important. Adding a HOME instruction carly in the program (say, at line 5) will take care or the problem nicely.


## Using variables for plotting and coloring

You can use variables for ploting poinks and setting colors. Instead of using absolute numbers as in COLOR= 10 or PLOT 10,20 , you can type COLOR= BUE or PLOT COLUMN, ROW.

Type this next program. Before you nun it, sec I you can fgure out what's happening:

```
NEN
10 ck
20 COLOR= 11-___ 11 lsplnt:
```





```
60 NON = FON ? ? 
70 coro 30- Dolt all agcirm,
By END
```


## Incrementing columns and rows

Line 40 is called a counter in computer terms. livery time the computer executes line 40, the vatue of the counter (called COLUMN) increases by one. In everyday language, the line says, "Take the old value of COIUMN and add 1 to it. From now on, use the new value." The original value of COLUMN is 0 (all variables start with a value of 0). Arier the computer passes line 60 the first time, COLUMN holds 1; after the second time, it holds 2. And so i goes until COLUMN holds a value greater than 39 (according to line 50), and the program ends.

* For budding computer genfuses only: Draw a diagonal Itre that gosses the lirst one-that is, one that slarts at the upper-ripht comer and goes to the lower-left. lt's lougher than it sounds, buy once you figure i out, is simplicity will astound you,

Maybe.
Hint: Start al 39 and work backwards.

## Drawing horizontal and vertical lines

The PlOT* instruction creates one block al a time. To draw a vertical or hortzontal line with PlOT, you could program a sequence of connected blocks, just as you did to make a diagonal line. With Applesoft BASIC, fough, it's a lot easicr to use IHLIN (for horizontal line) and VLIN (for vertical line). You use the same plotting coordinates as with PLOT. For HLIN, you put in the beginning and ending horizowal positions at a vertical position with the AT instruction;

HLIN FIFSTT, LAST AT FOW
For vinN, give the beginning and ending vertical positions at a horizontal position:

```
VLIN FIRST, LAST AT COLUMN
```

48 Graphics

Look at this next example to see how to make a cross on the screen：
NEW
10 CR
20 COLOR＝ 15
30 HLIN 10.30 AT 19—————————————Drowsallneleltoright
40 VLIN 10,30 RT 19 －Dr ows alne up ond down，
Lines 30 and 40 look identical except one uses HLIN and the other VLLN．
As an exercise，change line 30 so that instead of a cross，the lines make a T with the horizontal line right across the top of the vertical line．

## A universal line－drawer

This program lets you put in different values to draw different lines．Use it until you get a fed for where different values draw lines on the matrix：

```
NEW
5 TENT
10 HOME
20 INPUT *Beginning block of wLTH: "m HB
30 INPOT *Ending block of HLIN: *% FE
40 IMPUT "ROW EOT HLIN: m, %P
50 INPUT "Begtraing block of VLIN: ";VB
60 INPUT "EndIng block of VININ: "-VE
73. INPUT *Column for VLIN: **NP
100 REP4 *n*****n***n*n****
110 REY DRAN THE LINES
```



```
130 6R
* 40 COLOR= 15
150 RLIN HB&HE AI HP
160 VLIN VE,VE AT YP
170 INPLTT "More lines (Y/㑑)?": A⿱⿱⿰㇒一日夊心
100 IF ANS = "Y" THEN 10
```

Try different values until you can predict exactly where the vertical and horizontal lines will go．Just for the experience，enter values beyond the range of the matrix（that is，greater than 39）．For example，enter a value of 50 to see what happens．Learning what crror messages mean is just as important as learning how to do things without gelting error messages． Later，when you make a mistake（and everybody makes mistakes while learning to program），you＇ll have a better idea of how to fix it．

Before you go on，modify the program so that it asks you what color you want to use．If you＇re really feeling on top of things，add some code that
displays the line coordinates at the bottom of the screen; the resulting text should look like this:

```
Horizontal lirie from 10 to j5 in row 15
Wertical 12ne Erom 2G to 26 in columm 25
```


## Random graphics

Your computer has a random-number generator built into it. With it, you can have your computer pull numbers out of is electronic hat. The Rid Instruction by itself generates random decimal numbers between 0 and 1.
Try this program:


RVD always prints a decimal number between 0 and 1. Bul by multiplying whalever a produces by some whole number, you can make it cough up numbers your computer con use to make graphics.
Change line 40 th this:
40 PRINT RNDI 14 * 40 ParenthemesoferkNDrequired.
Now ron the program again. All the numbers are greater than 0 and less than 40.

* Parentheses requinedwith RND. You must follow RND with a number enclosed in parentheses. To make sure RND produces a different series of random numbers every time you use it, use 1 or a higher number. (Experimentors: to get a repeationg series of numbers, use 0 or a negative number)
Type and run this variation on the same program; is puts each random number in a variable as the random number is produced:

```
5 TEXT
10 HOME
20 NUMBER= RND4 11 * 40
30 PRINT NUMBER
40 TF NUMEEP? 38 THEN GOTO 60
50 GOTO 20
60 PRINT MThac'z 1t!"
70 END
```

This program runs until the random-number generator produces a number greater than 38. Sometimes it lists a lot of numbers, and other times just a rew, depending on how soon a number greater than 38 comes up. Notice, by the way, that the program generates numbers between 0 and 39.9999 - never any number as high as 40.

All you do to generate random graphics is to use randomly generated variables in PloOT. You can also use randomly generated numbers to produce different colors as well.
Type and rum this next program for some coloful results:

```
10GR
15 REM COLORS O - 15
20 HIE = RND| 11 - 16
25 REM HORIZONTAL YALUES 0 - 39
30 COLUMN = ENDH 11 * 40
* REM VERTICRL VALUES O - 39
40 ROK= RNDH 1% * 40
50 COLOR = HOE
SO PLOT COLUMN, RON
70 IF RON> 39 THEN END
80 GOTO 20
```

* What about the fractiontat part? A graphics instruction looks only at the whole part of a number; it ignores the fractional part. To a graphics instruction, 39999999 is 39 ; 1.111111 is $1_{i}$ and any positive number less than 1 is 0 .
A Minor Challenge for You: Nothing heavy-just change the program 50 that t randomly generates horizontal and vertical lines of random length.


## Summary and review

Color graphics add another dimension to your programming. You can create uscful programs with them, and they're lots of fin to play with. Low-resolution graphics make rough figures, but they have a lot of color and make good graphs. You use PLOT, HLN, VLIN, and COLOR- along with other programming instructions to build graphic images. The random-number generator inside your Apple can automatically churn out any range of numbers you want. When you combine R $\mathbf{R}$ D and the graphics instructions, you can create a kaleidoscope of shapes and colors.


## Controlled Loops

In this session, you'll continue o learn about loops. You already know how to do loops with GOTO. Here, you'll learn about the FORWEXT instruction, which lets you decide in advance how many kimes a loop gets executed. You'li learn sonce tricks using loops (like how to slow down program execution). And as a bonus, youll see how to do simple animation.

The session ends with a list of all the commands, instructions, operators, and programming concepts you've learned so far; the list is impressive.

## FOR\NEXT

You saw in Session 5 how to use a counter with IF... TE IEN to conirol how many limes your computer performs a loop;

```
MEO
10 GR
20 COLOR= 11 
39 PLOT COLTINN, ROW
```



```
50 IF COLUMN > 39 coro 80 - _ toger you out of the loop.
60. ROW = RON + 1
70 GOTO 30 - Lloop enck here.
BO EMD
```

The IORWEXI' instruction lets you define at the outset how inany thines your program will loop, it has is own built-in counter. Here's the structure of this two-part instruction:
$\mathrm{FOR}<$ variable $>-<$ start $>7 \mathrm{O}<$ finish>
$<$ instructions in here get camied our>
NEXI < vanable >
This program uses FOHWNEXI to repeat a loop 10 times. Type and rum i:


When you run this program, the value of ROUND goes from one to ten. The variable ROUND behaves just like any other variable, and as you see on your screen, the numbers represent the values the loop generates. All of the lines between the FOR and the NEXT are repcated until the loop reaches its maximum value. In this case that value is ten.
You can start the loop at any value you want. Herc's a bunch of line 30 's you can substitute (one at a time, of coursc) to see what happens:

30 FOR ROLND = OTO 20
30 FOR ROUND $=-10$ TO $10-$ Beglnwitm negotwe number,
39 FOR ROUND $=128 \quad 20 \quad 255$
Instead of using numbers to sel up the FORXNEXT loop, you can use
variables. For example, the following program lets you use Inputy to set up the beginning and ending values of the loop:

NEW
10 HCHE
20 InPryT "Lohest numberi "; ION
30 IसPur "Hfghest number : "; HIth
40 HOME
5 FOR FMM $=$ LOM TO HIGH
60 PRINT 蚛M
70 NEST NLM
The FORLNEXT loop works equally well with graphics. By selling up a FORUNEX'T loop, you can draw diagona! lines to go with your verucal and horizontal oncs. Here's the ortginal program:

```
10 08
20 COLOR - 11 Loop wtorlm here
30 PLOT COLNM:H ROW
```



```
50 IF COLOMN% 39 GOTO 60-...oget you out of the loop.
60 RGN = ROTN . 2.
70 Goto 30-Loop ench here.
(9) EHD
Here"s the FORMNEXT version:
10 cr
20 COLOF-11
30 FOR COUNT = 0 TO 39
40 PLOT COUNT. COUNT
50 NEXT COUNT
```


## Using STEP with FOR\NEXT

Sometimes you'll want to count backwards or skip numbers in a program. tse STPP with YORINEXT to specify the direction of the count and the increment.
For example, this program counis by 5's. Type and rur it:
SEH
3 IEXE
10 HONE

36 PRINT NUMRER
45 NEXT MUNBER
And this one counts backwards:
10 HOCHE
20 FOR COUMDOMT - 10 TOO STEP - 1
30 PRIHT COUNTDOWN
40 NEXT COUNTOONT
50 PRINT mbHET OFF!
(Five extra points if you can draw the rocket.)
You car even create simple animation that uses forward and backward stepping in graphics. Here's a bouncing block:

```
昨相
10 5R
20 FOR BOUNCE =0 TO 39 [_-__一_-_ Sets color to white...
30 cotor = 15--
- .. s) you car' see the block.
40 PLOT 19, BOUNCE
50 COLOR = 0 ....._-_-_ Sels oolor to block...
60 PLOT 19, BOUNGE [. SO You con erose it,
* NEXT BOTMFCE
100 REM *************
110 RENF BOUNCE WP
120 慨M *.......****
130 FOR BOUNGE = 39 TO O STEP -1
140 COtaF= 15
150 PLOT 19, BOUNGE
160 COLOR - 0
170 PLOT 19, BOUNCE
100 WEXT BOUNGE
```

You can see how easy that was to do with a backward STEP. By the way,
the ball will keep on bouncing if you add :
$190 \quad 6010 \quad 20$
n'll get really pretty if lines 30 and 140 read;
COLOR= RND H = 16

To make the ball bounce diagonally，change－well，you figure that out on your own．

## Delay loaps

Sometimes you＇ll want to slow down your program so that you can sce things happen on the screen that ordinarily go by too fast

For example，type and run this next program to print a message on the screen，dear the screen，and print another message：

煺鼒
2 TEXT

10 HOME
20 PRINT ：A VERY IMPQRTANT MESSAGE
30 FOR PAUSE－1 TO STRLT＿——————————— ．．．moldt．．．
緆 NEXT P品点
40 HCME－．．clear the screen ．．．

EO EOR PAUSE 1 TO STALL ——．．．Moldit．．．
65 NEXT PAGSE
70 HOME－．．clear the screen．
䝭 RRINT＂BEFORE YOU TURA OFF YOUR COMPUTER＂

The empty FORDNEXT loops between showing the messages and the HOM1: instructions give you time to read what's on the screcn. (Take out lines $30,35,60$, and 65 - just type their line numbers and press Return-and the messages will fly by too fast for you to read when you run the program.)
Use thlay loops when you want several messages to be presented automatically, and when you don't want to press any keys to sce the next message. You can make nasheard-iype review programs with short delay loops.
For a spelling quir, have a word pop on the screcn long enough to be read but no long enough to be spelled. Here's a quick one to try:

```
NEW
5TALL = 150__________-_Chongelmigvalueto change the pouselength.
```




```
30 REM SPELLTNG NOROS
40 REN *.********************
50 A $ = MDUCK*"
60 ES = "JENELRY"
70 CS = "PROGRAMMIMG"
```



```
110 REM SPELLING TEST
```



```
130 PRINT AS
240 FOR ICOM - 1 70 5TALL ______-Here% a deloyloop.
145 NEXE LOOK
|53 H!NK
160 INPUT "SPELL THE WORD m; SPELJ$
170 IF' SPELLS - AS THFN RIGtIT = RIGOTT + 2-Countar adde up conoci poolingl
100 PRINT BS
```



```
195 NEXT LOOK
200 HOME
220 TNPUT "SPELt THE NORD "; SPEHt%
220 IF 5PELLS - ES THE* NIGHT=RIGHT+1
230 PHTNT C*
240 FOR LOOK - 1 TO STALH_____-_-_Yetonotherdelaytoop,
245 NE:XT LOOK
250 MEMEF
2G0 INPUT "SPELT THE WORD "* SPELIS
270 \F SPELLS= CF THEN RIGHT= RIGHT +1
280 40%%
290 PRINT "YOU gen ": RIGHT; " wordm right."
```

You can change the values in the delay loop (line 5) to give yourself more or less time to see the word.

## A quick review

You've come a long way in programming already, so now would be a good time to review what youve learned in these first seven sessions. In general, it's important to keep things simple-ake programming a litte chunk at a time. Here's a list of everything you've learned so fiar. If you've forgoten any of these terms, look them up it the glossary of check the index and go back to the appropriate session to read about them again:

## Commands

| CAT | DELETE | NEW |
| :--- | :--- | :--- |
| LET | LOAD | PR\#1 |
| PR*0 | RUN | SAVE |

Instructions

| COLOR $=$ | END | GR |
| :--- | :--- | :--- |
| HOME | FOR[STEP]NEXT | GOTO |
| HLIN | $I F \ldots T H E N$ | INPUT |
| RLOT | PRINT | RND |
| REM | TEXT | VLIN |

Operators

| + | $($ |  |
| :--- | :--- | :--- |
| $/$ | $>$ |  |
| $<$ | $<=$ |  |
| Concepts |  |  |

Counter
Immediate and Deferred Lixecution
Loops
Numeric Variables
Prompting Messages

Delay Loops
Line Numbers
Meaningful Names with Incervals
Precedence
String Variables

## Experiment before you continue

The final three sessions give you some refinements on the instructions and techniques you've learned so far, and introduce some more tricks and techniques. Before you go on, use what you've iearned to invent your own programs and to experiment. It's imporant to enjoy what you do with your computer, and by writing programs that do things you like, not only will you leam programming, but youll have a good time as weil.

## Summary and review

In this session you worked with loops again-but these were controlied ioops. You refined your use of counters and discovered a new loop called FORINEXT. You iearned something about computer animation, and you saw how to slow down a program by using delay ioops. Then (uniess you took this opportunity to challenge authority) you went over all the instructions and concepts you've learned so far, and you created new programs of your own design.


You have enough knowledge now to write some very useful programs, in fact, at the end of this session, you'll be assigned the task of construcling a program to balanee a cheekbook.
Notice the word consmucting in that last sentence. The best programs aren't just lists of code lines; rather, they're well-planned collections of program segments, each segment with is own job, in this session, youre going to learn about program organiration and the concept of program modules.

## GOSUB\RETURN

You'll often want to do the same thing in different parts of a program. For example, in Session 7 you used the same delay loop three times in a fairly short program:

```
60 FOR PNA5ES = 1 2% STALL
70 NF.NT PAUSE
```

Imagine a program in which you used the same lines ten, twenty, or thirly times-and how tiresome typing the same thing again and again would become (and how much of your computer's RAM your program would use). Now consider the more common situation, where the repealed rowine (that is, collection of lines that does one specific function), rather than being just four lines long, is 10 or more lines long. By the time you were finished, you'd wear your fingers down to the second knuckle.
13ASIC's GOSLBLRETCRN instruction is made for just such situations. You type a routine just once and keep using the same lines (with exactly the same line numbers) again and again.
Here's how the PALSE: program looks withoul GOSLBUREJURN:

```
5 STALL = 1000
10 FCOE
20 PRINT "A VERY INPORTANT MESSAGE"
30 FOR PAUSE=1 TO STALL
35. NEXT PAOSE
40 HOME
50 PRIUT HBE SURE TO SAVE YOUR PROGRA,'\S"
60 FOR PAUSE = 1 TO STMLL
65 NEXT PAUSE
70 HOME
BO P/INT "EEFORE YOU TURN OFE YOUR COMPUTER!"
And here i is with GOSUB\RETUR.N. Type and run it:
```

NEH
5 STAll $=1000$
10 म매달
20 MESSAGES - *A VERY IMPORTANT MESSACE*
30 gosul 210 —— Gotoc subrouting af jine 210.
40 MESAGES - "EE SURE TO SHVE YOUR PROMRAMS"
50 Gosur 210
60 MESSAGES = "BEFORE YOU TURN OFE YOUR COYPUTER!
70 Gosub 210

200 REY *** MESSAGE 5U日ROUTMNE *****

220 PRINT MESSAGES
230 FOR PAUSE= 1 TO STALL
240 NEXT PAUSE
250 RETuRt-_ Subroutine ends here: program retums to placer

GOSUB means "Go to a subroutinc." (A subroutine is a routine within a prograrn reached through a GOSUB instruction.) like GOTO, GOSUB makes the program go out of the normal sequence of line numbers to do something. Unlike GOTO, GOSLI3 returns to the point that it left; that's what REIUR'N does as the end of the subroutine. Yot don't have to keep track of the line number to go back to; GOSUBURETURN keeps track for you.

## END protects subroutines

Subroulines usually appear at the end of a program (sub is Latin for under), as in the examples in this session. You need to include an END instnuction between your main program and your subroutines.
To see why, take out the END instruction at line 190 and run the program. (To take out a line, just type is line number and press Return.)

You got the error message RFTLUR WITHOLT GOSUl3. Your computer expects to see a RETUR y instruction only when a GOSU13 sends it io a subroutine. If it encounters a RETURN by chance (as in this case), if cloesn't know where to return 10 , gets confused, and tells you so with the oror message.

One way to make sure your subroutines are isolated from the main program is to decide right away what line number your subroutines will start at, then put a line number and an END instruction righ before that number. In the program you've been working with, the subroutine starts a line 210, just after the REM instruction at line 200; so the END instruction comes in line 190.

## Subroutines and organization

In this next example, the code appears in subroutines, not because the program re-uses certain line segments ofien, but just because the program is easuer to read and more organized that way. As you get betuer as a programmer, your programs tend to get longer and do more things. As that happens, having good organization in yout code becomes more and more important.

Type and run this program. Note what's new about some of the lines that hold REM instructions:

```
yEN
```



```
10 REYH Ramdom Number Coner, lot Prograz
12 REM Thds program generates wa many Farndom numbers
-4 REY as the user wants. It algo lots the user detidie
16 REM the rarige of numbera.
48 RFS
20 costu 1010 : REM Tl上10 page
30 GOSLg 1110 : REW How many numbere t what range?
40 GOSLB 1210 : JEM Punerate rasdsa ntabla
S0 coste 1310 : REM Go agaln?
60 1E A.'s - "Y* THEN 30 : RRH Repeac il yal...
7O PRINT
00 PRINT =Thamit| for the momeen space-= : REM ...11 not, end
399 (mm)
```



```
1004 REy Tlu& Page
1006 RES
1010 HOME
2026) PruNT "Random Namber GeneraLer"
```

64 Progromming With Stye: Modisar Programming

```
1020 PRINT "Random Number Gemerator"
1030 PRIFT
1040 PRINT "This Program prints as many random numbers"
1050 P&t|y mas your want betwmen 0 and any limit you choose."
1060 PatbT
1070 PFI:TT
1080 I#PuT mPrems Return to stazE: ";Starts
1090 RETURN
1102 REM *******************************
1104 REM HOw many num.bers & what ldmlt?
```



```
1110 HONE
1120 INPUT Whaw meny numbers de you want? "t Rowums
1130 ERINT
```



```
7150 RETURN
```



```
2204 REM Generate Random, Numbers
```



```
1210 FOR COUNT = I I O RINMS
1220 MN4 = RND{ I) * MIMIT
1230 PRINT RUM4
1240 NEKT COUNT
1250 PRINT
1260 RETURN
130% RE4 =".** =- =" =."* =*
1304 跮M 60 agaln?
1306 TEE4 +.**......*FR=*
1310 INPUT "DOp you miont more Irandom mumbers? {Y/N| "; ANS
1320 RETURN
```

This program uses a lot of subroutines to make it easier to see what's happening. Add to that all the REd instructions and the meaningful variable names, and you have a program that's especially easy to follow-both now, when you've fust written it, and six months from now when you might decide to change a firw of the lines.

## Multiple instructions on one line

You've probably already figured out that you can have more than one instruction on a line if you put a colon () between instructions. Examples abound throughout the previous program. The program uses the colon
only to add REM instructions, but you can use the colon with all instructions. Be careful, though; sometimes the results can surprise you.
For example, I you start a line with a REM instruction, your computer ignores the whole line and not just the REM instruction:
20 REM This whole iina ignored : cosus 1010-GOSUBlenored
Well leave it to your own experimenting to discover other such surprises.

## Organizing your programs: one step at a time

Sometimes the scope of a program Fecls overwhelming. It scems too complex or too long or just beyond your skill level. Sometimes that's srue. You really don't have the ability to write a program that will control the nation's budget (and apparently, nether does anybody clse). But you can do more than you probably realize with the things you've already learned. You can, for example, write a program to balance your checkbook.
The trick is to break down the task into casily managcable segments. Think for a moment how you balance your checkbook when you do it by hand:

1. Get the starting balance.
2. Add in the deposits.
a. Get the amount of a deposit.
b. Add that amount to the balance to produce a new balance.
c. Keep doing sleps a and b until all deposits are added in.
3. Subtract amounts for checks.
a. Get the amount of a check.
b. Subtract that amount from the balance to produce a new balance.
c Keep doing steps a and $b$ until all checks are deducted.

## 4. Print the balance.

What you've just done is written out the algorithm (that is, the mesthod to solve the problem) for balancing a checkbook. Your next step is to write modules for the steps in the algorithm; then all you need to do is line up the modules in the proper way. Program organization is a matter of lining up simple modules to work together.

## The great checkbook balancing program challenge

Lse the algorithm to write your own checkbook balancing program. Add a module that sets up a little menu so you can choose what to do first-add the total of checks written, or add up deposits.
After you've written your own version, have your computer print i out and then check it against the one listed here. Treat this as an opportunity to see how well you've understood what you've read in this tutorial. Take all the time you need; and remember to use REM lines liberally!

## One version of a checkbook balancing program

This is just one version. If your version works, then it's just as good as this one. This version is here just in case you got stuck.
The important thing about this version is that it breaks the task down into simple steps:

```
Mmodule 1
5 RFM
10. REM CHECKBOOK BALMNCER
15 尼.'人 #**********************
20 HOME
```



```
40 PRINT
50 PRItT "1. Enter Depogits"
60 PRINT "2, write Checks"
70 ERINT "3. Endr
BO INRUT "CHOOSE BY NWMBER"; NUMBER
90 IF NTM:AER = I THEN GOSUP 200
100 IF NUMBER = 2 THEN GOSUE 300
110 TF KUMEER = 3 THEN GOTO 17
```



```
130 PRINTM "Your working balance 1% $"% BALANCE
140 PRINT
150 INPUT "Press Return to continuer "fymmLus_____Wolts lo user tobe reody.
160 GOTO 40
170 priNT
100 PRINT ryour ending balance &g$ mFBALANCE
190 END
The first module represents the "body" of the program. Subroutines handle cvery other task. The next module handles deposits and adds them to the balance.
```


## Moctule 2

```
200 REM ***********=*=**
210 RE% F.AEE DEPOSITS
220 REM ***************************
230 RONE
240 Inlpug "Howr many deposits did you maice? "; mo
250 FOR Xu 1 70 N0
260 IMPUT MAmOunL of depolit% & "#
270 BALHMCE - ENLMNCE + DEP- Koepl running fotal,
290 NEKT X
290 RETURN
Next, do the same thing for checks, except instead of adding to the balance, you subtract from is.
```


## Module 3



```
310 REH WRITE C#ECKS
```



```
390 HONE
30 IftPUT "How FHny checkg did you wrice? m; NC
350 FOA X- 1 T0 NC
360 7NPUT "Amaint* of checki s "; CHECK
```



```
980 NEXT X
390 RETURN
```

When you go over this program, it's easy to see what each part docs, The REN lines show it a glance what happens in the subroutines.

Save your program onto the disk. In the next session, youtl learn how to make your programs nore intractive, and this program will be a good one for you to practice on,

## Summary and review

In this session, you learned abou the GOSLB $\backslash$ Re'TURN instruction pair and about the importance of good program organization.

The GOSLBURETLRN instruction pair helps to organize programs into simple modules. Each subtroutine is simply a rask. Putting all the tasks together in an organized way is the secret to efficient programming. It's not how complex a program is, but rather how simple and well-organized i is. Keep that in mind, and you can tackie much larger tasks.
"Keep it simple" best summarizes this chapter. Break a program down into is component parts, and it becomes far easier to write.

## Formatting Screens

Generating information on a computer is exciting and rewarding. But the way you present the information is of ien just as important as the information itself. Just as a neatly organized and printed page conveys more information than a bunch of scribbles on a scrap of paper, so too does a well laid-out display have a greater impact than a barrage of characters hurled at the screen.

Clear screen presentation not Dnly helps communicate ideas; i helps you organize your program as well. When you think about how something is going to look on your screen, youre also deciding what order your program must follow to get the results you want. Many programmers decide what all the screens are going to look like even before they begin to write the program.
This session teaches you the instructions and some of the techniques you need to create good screen presentations. You'll learn abou placing text, highlighting important words, and creating menus, HTAB and VTAB kt you place text anywhere on the screen. INVERSL: lets you display uppercasc text in dark characters against a light background (the opposite of what it usually is); NORMAl turns INVERSE off. You'll see how to control the placement of INPUT prompls. And youtl learn an algorithm for centering text.

## Horizontal and vertical tabs

On a typewriter, you place yDur tab stops across the page. On your compuier, you use HIAB to determinc where the next tab stop will be.
Type and run this program:

```
NEN
10 HOM:
20 ITMB 20
30 Pr,杖 MIEFMS I'I IS"
```

Wuthbut line 20 , the message appears in the upperteft corner of your screen. The HTAB instruction makes the text begin twenty columns to the right. HTAB has a range from 0 to 255 ; you use it to place text anywhere across the screch. On the 40 -column screen, cach increment over 40 places the text one more line down. For example, 1 TtAB 120 places text slown three lines (120/40-3).

Type the following program and run it：

```
10 номе
20 INPUT MHTAB value (0-255) "; 纪
30) HTAB Hz
```



```
50 PRINT
60 月蚺息20
70 INPUT "Anocher HTAB?OW/NY mi ANS
&0 IF ANS = יY" THEN 10
90 PRINT "Tharks Eor trying me out!"-- Letw uer know proprom't over.
100 ENO - Optioniol ending.
```

Usually you＇ll use HTAB just to position your text horizontally．To make vertical labs，you＇ll use VTAB．VTAB works just like IITAB，but i can have values only from 1 to 24.
To gel a quick idea of how VTAB works，nun this next litile program；
NE N
10 H5SE
20 YTAB 10
30 PRINT＂RROUT HERE＂
Combining HTAB and VTAB，you can place text anywhere on the screen．
This next program lets you experiment with putting things on your screen anywhere you want．Type and run it：

```
10 HOME
```



```
25 IF H2 > 40 THEN PRINT "TOO highlm ; gOTD 20
```



```
#5 \F WT> 24 TH2N PATPT "TOQ FigK." ; GOTQ 30
40 HOME
50 vTMS WT : HTAB HZ ; BRINT "K"*
&NTAB 22 : HTAB 20
```



```
gO IF ANS O "WH THEN 10
9 PRINT "Bye, now."
100 END
```

In lines 50 and 60 ，the $H T A B$ and VTAB instructions arc on the same line． If you put HTAB and VTAB together like that，it＇s a litle easier to organize text placement．

Making stylish program menus is easy with HTAB and VTAI3．This next program uses a FORhNEXT loop to generate positions for text．

```
NEN
10 HDNE
20 FOR X=1. 20 6
```



```
10 GOStB 100
50 PRINT X m. m; MENUS
60 NEXT X
70 VTAB 20 = HTAB 5
80 INPUT "Chuage by numbur:; "; NUNBER
90 EN()
100 RLM *******************
110 F星M MENG SELECTLONS
120 REN "*mm"***m"m"m*****
1301FX = 1 THEN MENT$ = "MEDNg In tha dog"
i40 IF X = 2 THEN MENU$ = "Put out the caL"+
150 IF X = 3 THEN HENTS - "Feed the gorllig"
```




```
180 IF X = 6 THEN MENOS = "END"
190 RETMPN
```

That menu doesn't do anything other than show you how to use H1AB and VI'AB. But you can use this concept as a model in your own programs.

* twhy menus with numbers? Good menus let users make choices by typing just one or wo keystrokes, You can see how important pood menu design can be when you look all this sample menu:

Whath an!mal do you want information bout?
Pachyderm
Pterosinctyl
RuFfed Girouge
Serval
Programmorus Machinetinguae
Exit Pregram
Please type your chotice here: I
This menu practically guarantees a typing error from all but the finest spellers. Your code will have to include all kinds of special error protection to check your user's typing Numbered menus eliminate the problem:

```
3ntch antral di yag want taformation:about?
```

1) Pachydert!
2)Pterodactyl
2) Rufied Grouse
3) Serval
फProgyammorus Machinellnguale
6if Exit Progran


All your user has to do in this menu is type a number（and all your code has to check for is a numeric range）．Numeric menus make things easier for both the user（who must type－and perhaps retype－choices）and for the programmer （who must write the code）．

## Prompt placement

Good screen design demands that you pay attention to how your INPUT prompts appear．Programmers often need to ask users for a number of inputs in a row－several strect addresses，a number of prices，a series of names．
Type and run this program，It gets a series of inputs while keeping things neat．It uses HTAB and VTAB，plus a new programming trick：

```
NEN
```



```
20 HOMN:
30 INPwT "How many names to enter? "; NAUES
40 HONWF
50 HTAB 5 ; YTAR 10
60 PRINT "TYpe in the nameg on" at atyme,"
70 FCN X = 1 T0 NAME$
60 ATAB 17 : YTAB 10 : PRINT SPAOE$
90 卉雱吕 17 ; YTAB 10
100 INPGT "Name: "; NAF
110 HEXT X
120 END
200 REM "--""="=-"-"=-"
210 FPM SPACE MAKER
```



```
70 FOR S = I TO 20 ; REM SPAOES IS 20 EPAOES LONG
244 SPACES = SPACES * " "
250 t% 人% 点
```



Again，this is just a sample．In a＂real＂program，you wouldn＇t just get names and throw them away！
The SpaceMaker：The subroukine al line 200 introduces a nifly programming trick．You could have defined SPACE\＄like this；

```
SPACES = " n- 20 spaces. Honestl
```

But that doen＇t give you a very good idea of how many spaces ate between the quotation marks．Using a loop to build $\mathrm{SP}^{3} \mathrm{ACE} \$$ ，as the subroutine al line 200 does，kts you sce exactly how big the＂blank oul＂space is going to be

Of course, you aren't limited to just using spaces. Instead of using spaces, use dashes or underine characters. Be creative-just change what's beween the quotation marks it line 240 .

## Getting noticed: INVERSE and NORMAL

Your computer can print inverse characters on the screcn. The INVERSE instruction changes text from llght-ort-dark to dark-or-light. All text after an INVERSI: instruction stays inverse until the program comes across a NORMAL instruction.
'lype and run thls jitte program for a quick demonstration:

```
NEN
10 HONE
20 INvERSE
30 PRINT -THIS TS MMVERSEm
40) NOPWHAL
50 PRINT: - El#S IS MOR:AL=
```

If you take out line 40 , all of the text will be inverse. Because inverse text is
more usefur th getting attertion than on presenting general displays, it's a
good idea to put in the NORMAL instruction right after you've finished with
1NVERSE.

To get the user's attention when the program wants information, use an inverse prompt. For example, in a menu program, an inverse prompt separates it from the menu choices:

```
HOME
IITLES = *NEHOM
40 PIRINT TITLES
40 FOR X = 1 TO 4
```



```
60 Paint mCholce Number m; }
70 NEMT X
B0 VTAB 20 : INYERSE - Tumwit Onhore...
90 INPUT "CHOOSE ONE; "; CHOOSES
100 MOR.'AML L
110 ...
```

* INVERSE IS FOR UPPERCASE OHLY: INVERSE docsn't work well with lowercase letters. For perverse technical reasons, lowercase letters sometimes get changed o other characters when they're displayed in inverse. Experiment before you use lowercase letters in your programs, just to be sure.
Experiment some with INVERSE. Try making an inverse line of spaces. Put your name in inverse-in fact use inverse text with asterisks to create a movie marquce and see your name in lights!


## A text-centering algorithm

As you saw in the last session, algorithms are formulas written to perform different tasks. All of the tricks you've secn in these sessions are actually algorithms translated into computer code. As you've been experimenting with programs on your Apple, chances are you've developed some of your own algorithms. Nost of the subroutines you've used are algorithms.
An algorithm for centcring text is handy to have around, especially in a session on screen formatling. To construct that algorithm, you'll need to learn the LEN instruction. LEN calculates the length of a string. Here"s an cxample:

```
NEW
10 A$="mpplos Awayp"
```



```
RON
12
Applos Away! has 12 characters (including the space)
Whon you center text, you put half the characters to the lert of a line's
midpoint and half the characters to the right.
Now that you have the basic idea, figure out on your own how the computer would sec it. Write the code, try it out, and then read the solution in the next section.
```


## One solution to the centering problem

Once again, this is just one possible solution. If yours is different and it works, then yours is just as valid as this one.
Here's the algorithm:

1. Gct the number of characters that fin on one line (the screen width); that's ether 40 or 80 on your Apple-choose the one youre using.
2 Find the string lenglh by using LEN.
2. Subtract the string length from the screen width; divide the result by 2 , The result is the position you're looking for,
3. Use HT'AB to move to that position.

Expressed as computer code, it looks like this:
HTAB (WIDTH - LEN4 LETTERSS $/ / 2$ - All these porentheres ore necessory.
Use that algorithm in a program that will center any text you type in.
Here's an example that keeps the algorithm in a subroutine. If your display is 80 columns, change 40 in line 130 to 80

NEW
10 HONE
20. INPUT menter any word; m; Wh

30 Gosur 100
90 INVERSE : VTAE 20
57 INFUT WFOULD YOU LIKE ANOTHER $\angle Y / N\rangle \pi_{F}$ ANS
6
70 END
100 REM *********"=
110 REM CENTER TEXT
120 REM .. ..................

140 VTAE B
150 PHLNT WF
160 RETUPN

## Summary and review

In this session, you learned about the importance of designing clear screen displays and about program menus.
Using HTAB and VTAB, you can place text anywhere on the screen. Text placement helps make clear what you're trying to say or what the program expects you to do next.
You learned that the INVERSE and NOR,MAL Instructions separate and highlight text on your screen. These instructions help you make the program easier to use by highlighting important clements on the screen display.
You also learned that the soul of programming is algorithms. 1.ke all other aspects of programming, you can build your own algorithms by reducing a task to a set of simple parts, lach algorithm, in turn, becomes a program building block.


Programming for People

Congratulations! You've nearly completed your introduction to Applesol:: BASIC: and to the principles of programming. Most of the concepts you learned in this tutorial are tradtionat ones (as much as a science that's been around for only 45 years can have (raditions), In this Tinal session, you'tl read about soine even newer traditions, ones that have been developing only since the coming of personal computers. The ultimate goal is to get you to "humanize" your programs, to set then up in such a way that any computer novice can Jearn them quickly and use them easily.

You'll also read about how you can get a lot inore help learning to program by joining a users group, taking programming classes, reading books, and subscribing to computer magazines.

## A sordid history

13ack in the ofd days (that is, before 1980 or so), programmers spent almost none of their time teaching their computers how to bchave with humans. Prograinmers were primarily concerned with getting their programs to work without being stopped too olten by error messages; because they themselves were usually the only people who used their programs, what they wrote didn't have to be "user-friendly." That was OK then; most people progranmed for themselves and didn't share their prograins with too many other people.
Thut remarkable changes have taken place over the last few years. Literally milfions of people now own computers, and many thousands write programs for thenselves, their business colleagues, and their friends. Most programmers, both hobbiests and professionals, bclong to users groups-associations of computer owners who get together monthly (the fanatics do it weekly) to share their experiences, discoveries, and homemade programs.
If you're going to team up with this ever-growing group of sharing programmers (and if you continue to program, it's likely you will), it's important that you make your programs as easy to use as possibie. The idea that programs and computers should be made for people and nox the other way around is still revolutionary in a lot of circles. You are hercby officially invited to join the revolution.

## People-program guidelines

Here are a few principles you can follow when you write programs for people. This list certainly doesn't exhaust the possible ways you can make your programs fit for human consumption, but it's enough to get you started:
Give Clear Prompts. To make it easy for your users to see what your program expects when it wants information, your program must communicate exactly what it wants. Prompts should stand out, be worded simply, and give the range of choices if there is a range.
Include Error Traps. Pcople make mistakes. Your program should catch errors as much as it can and give your users a chance to make things right. Your program can easily check for the two most common problems: range errors and typing mistakes. In a range error, your user types in something that is beyond the range either of the computer or of the program:
90...

110 INPUT "Your cholce $-0.1_{r} 2$, or $3 \div$ "; CHOICE


140 PRINT "Pl ease make another choice. *
150 PRINT
160 g0t0 110 —————oesbock br another try.
$170 \ldots$ Comeshereit OK.
In a typing mistake, your user types something he or she didn't mean, or makes a simple spelling error:

```
90 ...
100 INPUT "Name of pIogram to ntase% "% ERASE$
110 PRINT
120 INvERSE
130 PRINT "HARMING! IF YOU ERASEm-_ Gives G woming.
140 PRINT ERASES —
150 PRINT "IT"S GONE FOREVEA "
150 PRINT
170 NORMAL
1g0 INPUT "WIPE OUT THE PROGRAM? (Y/N} "; KILES
```



```
2010 ...
```

Leme an Exit Open. Don't forget to give users a way out of your program. As wonderful as your program might be to use, people do like to do other things like eat, go to school, and take vacations. There are several ways you can determine when your user has finished using your program.

For example, you can have a question at the outset to ask how many enuries the user needs to make:

```
95 * . 
```



```
110 FOR X = 1 TO EHECKS
120 ...
Or you can give an exil option after each entry:
90 ...
100 INPLYT "How much is the nowt cheek tor? &% m; MMOU*T
T10 BALMNCP - BALANCE - AHOUNT
```



```
BG IF ANSS = MN" THEN GOSGF 100U : REM Show bulance and end
14C ...
```

O you can have the program return to a menu with an exit option aliter
each entry or series of entries:
90 ...
100 FRI'MT "1. Enter more nimes"
170 PRINT " 2 . Chanqe en entry"
120 PRINT $\quad 3$. Prift out ell entrien
130 PRINT "4. Layy the prog Eam
140 VThE 22 : HTAB 25
150 INPUT wrour choice: ${ }^{m}$; CHOICE
769 IT GH|OICE $=4$ THEN END
170 ...

To see the ruics in actoon, type and run each of the following two programs; the first doesn't follow the ruies and the second does:

## Nerd Programiring (Yuch)

```
10 1NPUTM A
2n S[M=SOM + A
30 PRINT SUN
40 goro }1
```

```
Poople Programming (fantastic)
10 10%*E
20 INPUT mAmount to add (0 to stop)"; AlHONRT ; REM Get amount.
30 IF ALrOUNT = O THEM GOTO 130 : REM Ent If user'% through.
40 PRI*T
50 PRL*T mYou addedm; A+MOTMET; m, right? {Y/k}ta
E0 INPQT "'"; YNS ; REM Entry OK?
TO IFYBS ="N" 7HEN GOTO 20 : REM If rot, get It again.
&al STMM = SUM + AMOOUNT : REM Keep Runnlng total...
90 PRINTT
100 pRINE myour rumnlng total is m; SOMF FEM ...and repont it.
110 PRINT
120 GOTO 20: REM Get Brtother numbar
#30 FRINT
#tor PRINT mElmal total: *; SOM : REM Print the flamil total.
```


## Humanizing programs isn't easy

The second program requires more work than the first one. If takes more planning, more typing, and more debugging to write a good internctive program (that is, one that talks io people). It is also worth it Real people make mistakes; write programs with that in mind.

## It gets easier

The more you team about programming, the easier it gets. Alter you've been programming for a while, you'll find that what once took you twenty lines of programming you may do in only five lines. By experimenting, playing, and trying new things with your Apple computer, your programming ability will grow quicker than you can imagine.

## Where do you go from here?

of you decide that programming's not for you, then theres no problem. you don't have to know how an internat combustion engine works to drive a car, and you dont have to know how to program to use a computer. But if you've enjoyed going through this tutorial and youve decided that programming is fun and intercsting, you can do lots of things to help yourself learn more.

Read Books on Applesoft Programming: Mundreds of books have been written on Applesof, from tutorials to advanced technical documents. Any decent bookstore has a least a fiew Applesoft dites; the larger stores carry dozens. The absolutely indispensible resounce is the Appleso/f BASIC Programmer's Reference Manual, published by Addison-wesley (ISBN 0 -201-17722-6). Written by the experts at Apple Computer, Inc, this is the official Applesoft book. Yout Apple Computer dealer or local bookstore carries in or can order it for you.
Join an Apple Users Group: Made up of people at atl tevels of expertise, Apple users groups arc a new computerist's best friend. As each member learns something, he or she passes it on to the others. Most clubs have special subgroups for beginners; virtually atl of them have special interest subgroups for learning Applesofi BASIC, as well as for other computer languages. (Logo, Pascal, C and Forth are the most popular ones) Besides being practical, these groups are a lot of fun.

* Free softuaret One of the best ways to learn how to whte programs is to look al somebody else's. When you join an Apple users group, you'll have acoess to tons of public domain softwate. And many public domain programs are writucn in Applesoft.

Programming Classes; You can find programming classes in high schools, universitics, community colleges, computer scores, specialty schools, and users groups. Check with the instructor about the level of the class before you take it; if possible, talk to some graduates. Then you'lt be sure that the instruction is at the level you want.
Subscribe to Magazines About Apple Computers: There are dozens of computer magazines, many specializing in Apple computers, See if you can find one that deals exclusively with yout model of Apple. Some Apple magazines cover both Macintosh and Apple 11 family computers, while others cover only one or the other. And some are aimed more at program users than at program writers. Again, this is an area where a users group can really help out. Not only can members recommend magazines that have beginners' columns, but many clubs have libraries of back issucs you cant use.

## Do it!

The most important thing you can do to learn to program is-lo program. Write silty programs and scrious programs, long and short programs, programs that arc fancy, and programs that are plain. Just do itt You'll learn more from an hour of mistakes than from a week's listening in a classroom. Code to your hearts content.

## A parting word

This brief book has been a guided exploration through some of the most important concepts in elementary programming. You didn't leam all of the instructions in Applesoft BASIC; there are far too many of them to teach in one short manual. But what you learned here can serve you well if, whenever you write a program, you remember that you're writing for other people.
And keep on coding!


## Appendix A

## A Summary of Applesoft Instructions

This is a brief summary of all the instructions in the APplesof BASIC language. This summary is included for those programmers already proficient in some other compurer language, but new wo Applesol: BASIC.

For a complete description of these instructions, see the Applesof $13 A S T C$
Programmer's Reference Manual (Addison-Wesley Publishing Company, Inc).

## ABS

ABS 1-2.271
Yields the absolute value (value withour regard wign) of the argument. The example yields $2,77$.

## ASC

ASJC ("OUEST")
Yields the ASCI code for the first character in the argument. The example yields 81 (ASCll code for Q).

Assignment instruction
L.ETA $=23.56 .7$

As = "HUMBUG"
Assigns the value of the expression following $=$ to the variable preceding in LET is optional.

## ATN

82: t .8771$)$
Yields the arc tangent, in radians, of the argument. The example yiclds 720001187 (radians).

## CALI

CALL -922
Executes a machine-language sulbroutine at the specified decimal memory address. the example issues.s a line feed

## CHR\$

```
CHRS (65)
```

Yields the character corresponding to the $A S C l l$ code given as an argument. The example yields the letter $A$

## CLEAR

CIEAR
Rescls all variables and internal control information to their initial stale. Program coxde is uraffected.

## COLOR=

```
cotos-12
```

Sets the display color fior plouing low-resolution graphics. The example sets the display color to green.

CONT

## cont

Resumes program execution afker it has been halted ly $\$ T Q P$, $\mathbb{E N D}, \mathrm{CONTROL}-\mathrm{C}$ or (somelimes) CON"TrOL-RESET.

## $\cos$

cos (2)
Yields the cosine of tue argument, which must be expressed in radians. The example yields -.416146836.

## DATA



Creates a list of hems for use by READ instructions. In the cxample, the first item is the string JOL'N $\$ M M^{*} T H$, the second is the string "YODE $32^{\circ}$, the third is the real number 23.45, and the fourth is the integer -6 .

## DEF RN

Terf N CuBE $(x)=x=x \cdot x$
Defines a new function for use in the program. The example defines a function that yields the cube of is argument.

DEL
DEL. 23.56
Deleses a range of consecutive lines firm the program. The example deleres lines 23 to 56 , inclusive.

## DIM

DIM MARTC $(50,3)$, NMMES (50)
Defines and allocates space fir one or more arrays. The example defines a twodimensional real array MARK, whose first subscript varies from 0 to 50 and whose second varies firm 0 to 3 and a string array NAME\$ with one subscript that varies fon 0to 50.

DRAW
DRAN 4 AT 50.100
Drain 4
Draws a shape at a specicd point on the high-resolution graphics screch from the shape table currently in memory. The first example draws shape number 4 , beginning in column 50, row 100, using the current color, scale, and rotation seluings; the second example draws shape 4 al the hast point ploted by HPLOT, DRAW, or XDRAW.

## END

END
Terminates the execution of the program and recurns control to the user. No message is displayed.

## EXP

EXP \{2\}
Yields the mathernatical exponential of is argument (that is, the constant e2.7182818 - raised to the power specified by the argument. The example yields e squared, or 7.3890561.

## FLASH

FLASH
Causes all text displayed on the screan with subsequent PRINT statements by hash between light-on-dark and dark-on-light May not work properly for lowercase letters (and other characters with ASCII codes above 95) if the computer is running in *aclive-80" mode.

## RN

FF Cuge 16)
Applies a designated function to the value of the argument expression. Assuming the definition for the function CUBE given under DEF FN, the example yicids the value 216.

FOR

```
FORJ=15010
FOR N.ARK= 0 TO 100 STEP 5
FOR NUMBER = 20 10 -20 $TEP -2
```

Marks the beginning of a loop, identifies the index variable, and gives the variable's starting and ending values and (oplionally) the amount by which it is to change (step) on each pass through the loop. The first cxample begins a loop whose index variable Itakes on all values fron 1 to 10 , stepping by 1 ; the second begins a loop whose index variable MARK takes on values from 0 to 100 , stepping by s, the third begins a loop whose index variable NUMBER takes on values from $20 \mathrm{lo}-20$, stepping by -2.

## Ffer

## FRE (G)

Yields the amount of remaining memory, in bytes, available to the program. Also forces "garbage collection" of dead strings. The argument is ignored, but must be a valid Applesofic expression.

## GEा

GET ANSHEEAS
Accepts a single character from the keyboard without displaying is on the screen and without requiring that the Return key be pressed. Program execution is suspended until the uscr presses a kcy. In the example, the character typed is assigned to the variable ANSWERS.

## cosus

gosue 250
Executes a subroutine beginning at the designated line number (250 in the example).

## GOIO

## 0070400

Sends control unconditionally to the designated lone number (400 th the example),
GR
GR
Converts the display to 40 rows of low-resolution graphics with fiou lines of text at the bourm. The screen is cleared 0 dark, the cursor is moved to the beginning of the last line, and the low-resolution display color is ser to black.

## HCOLOR

BFOLOR $\quad 1$
Seds the display color for plotiing high-resolution graphics. The example sets the display color to green.

HGR
HCA
Converts the display 6160 rows of high-resolution graphics with four lines for text ax the bottom. The screen is cleared to black and page 1 of high-resolution graphics is displayed. The contents of the text display, the location of the cursor, and the highresolution display cotor are unaffected.

## HGR2

HCO
Convers the display io fiull-screen (192 rows) high-resolution graphics with no text. The screen is deared to black and page 2 of high-resolution graphies is displayed. The contents of the text display, the logation of the cursor, and the high-resolutfon display color are unaffecred.

HIMEM:
HTMEFM 32767
Sels the address of the highest memory location avalable to the Applesoft program, inciuding is variables. The example sets the end of program and vanable storage to 32767. Lsed to protect an area of memory for data, hugh-resolution graphics, of machine-language code,

MLIN
H1TN 10,20 АT 10
Draws a horizontal line in low-resolution graphics, using the current low-resolution display color. The cxample draws a line across row 30 from column 10 to column 20 ,

## HOME

HON:
Clears all text from the text window and moves the cursor to the lop-feft corner of the window.

## HP LOT

HPLOT 75, 20
HPLOT 4E, 115 TO 79. \$4 TO 110, 115
HPLOT TO 270,10
Plots a point or line on the high-resolution graphics screen in the current high-
resolution display color. The first example plots a single point a column 75 , row 20 , the second example draws lines from column 48, row 115 to column 79, row 81 to
column 110, row 115 ; the third draws a line to column 270 , row 10 from the las point plotied with HPLOT, using the color of the last point ploted (not necessarily the current display color).

## HTAB

Нт® 23
Positions the cursor to a specified column of the text display. The example moves the cursor to column 23 .

## IF... THEN

```
IF AGE< 19 THEN A =0: 日= 1: C = 2
IF ANSWERS - "YES" THEN GOTO 100
IF N > MAK THEN GOTO 25
IF N > MHX THEN 25
IT N > NAX GOTO 25
```

Executes or skips one or more instructions, depending on the truth of a stated condition. The firs example sets $A$ to $0, B$ or 1 and $C$ to 2 if the value of $A G E$ is less than 18 ; the second branches to line 100 if the value of ANSWERS is the suring "YES"; the last three all branch to line 25 tif the value of N is greater than that of MAX in all cases, if the stated condition is false, execution continues with the next program line.

## IN*

IN\# 2
Specilies the source for subsequent input. The example causes subsequent input to be read from the device at port 2

## INPUT

INPUT A
INPUT "TYPE AGR, TAEN A COMMA, THEN NBME "; AGE, NAMES
Reads a line of input from the current input device. The firs example seads a value into variable $\Lambda \%$, the second displays a prompting message and then reads values into variables AGE and NAMES.

## INT

INT $199.6 \mid$
TMT \{-273, 16t
Yields the integer part of the argument value. "The examples yield 98 and -274i, respectively.

## INVERSE

TNVERSH:
Causes all uppercase text displayed on the screen with subsequent PRIN"T" instructions to appear in dark-on-light instead of the usual light-on-dark. I las urpredictable cifects on lowercase texi.

## LEFT\$

LEFTS MARPLESOFT「", 5
Yields a specified number of characters from the beginning of a siring. The example yelds the string Apl?II.

## 16 N

LEN ("NEVER A DULL MOMENT"
Yields the length of a string in characters, 'The example yields 19.
LET
Sec "Assignment Instruction,"
4 IST
LISTR
LIST 150
LIST 200-300
LIST 200, 300
Displays all of part of the programe on the screen, of writes it to the current output device, the first example lists the entire program; the second lists line 150 only; the last two list lines 200 to 300, inclusive.

## LOAD

TOME TEMO
Reads a program into memory lrom a disk. The example reads a program from a disk file named DIMO.

## LOG

Log (2)
Yeids the natural logarithm of the argument. The example yields . 693147181.

## LOMEM:

LDNEM: 24576
Scis the address of the lowest menory location available to the program for varable storage. The example sets the beginning of variable storage p 24576.

## M!D

MIOS ("AMI APPLE A DAY", 4, 5)
MID P"AFI APPLEA DAY", 4)
Yields a specified number of characters beginning at a specfied position in a given string. The fist example yidds the string APPLE; the second yields the string NepLE A tay.

## NEW

NEH
Clears the current program from memory and resets all variables and internal conlrol information to their initial states.

NEXT
NEXT
NEXT INDEX
NEXT J, I
Marks the end of a loop and causes the loop to be repeated for the next value of the index vanable, as specified in the corresponding FOR instruction. The lirs example ends the most recently entered loop; the second ends the loop whose index variable is INDEX: the third ends the pair of nested loops whose index variables are I and I.

## NORMAL

NOR'4. AL
Causes all rext displayed on the screen with subsequent PRIN'T instructions to appear in the usual light-on-dark; cancels the effiscts of INVERSE

## NOTRACE

## NOTRBCE

Stops the display of line numbers for each instruction executed cancels the efecks of TRACE

## ON ... GOSUB

```
ON ID GOSUB 200, 200, 23, 4005, 500
```

Chooses a subrouline to exccute depending on the value of an expression. The example transfers control to the subroutine beginning at line $100,200,23,4005$, or 500 , depending on wliether the value of. $\mathbb{D}$ is $1,2,3,4$, o 5 , if ID thas none of these values, execulion contirues with the next instruclion,

ON ...GOTO
(n 20 GOTO 100, 200, 23. 4005, 500
Wiooses a line number to branch to depending on the value of an expression. The exanple transfers control to line $100,200,23,4005$, or 500 , depending on whether the value of $\mathbb{D}$ is $3,2,3,4$, or 5 , if 1 D , has nome of these values, execution conimues witli lhe next instruction.

## ONERR GOTO

ONEIRR GOTO 500
Replaces Applesofi's normal error-tiandling mechanism with a subroutine beginning at a specified line number. The example establishes an error-handing subrouline beginning al line 500.

## PDL

PDL
Reads the current dial setting on a designated hand control. The example reads the dial on hand control 1.

## PEEK

PEEK (37)
Yields the contents of a specificd location in memory. The example yields the contents of Jocation 37, which contains the current vertical position of the text cursort on the display screen.

## PLOT

PLOT 10, 20
Plots a single block of the current display color at a specified position on the lowresolution graphics screen. "the example plots a block at column 10 , row 20.

## POKE

POKE -16302. 0
Stores a value in a specified location in memory. "The example stores the value 0 at location 19234 ( $65536-16302$ ), causing the display to swith from mixed graphics and text to full-screcn graphics.
POP
POP
Removes the most recent return address from the control stack, causing the next [EE'tURN instruction to send control to the instruction following the second most recently executed GOSUB.

## POS

Pos (0)
Yields the current horizontal postion of the cursor on the text display. The argument is ignored, but must be a valid Applesoft expression.

## PR需

PR: 1
Speafies the destination for subsequent output. "the example causes subsequent outpul to be sent of the deviee at port 1 .
PRINT
PRINT
PRINI AS. $\mathrm{MX}_{\mathrm{K}}=\mathrm{m}_{i} \mathrm{X}$
Writes a line of output to the curtent output device. The first example whites a blank line; the second writes the value of variable $A$, followed at the next ayatable tab position by the string $\mathbf{~} \mathrm{X}=$; followed immediately by the value of variable X

## READ

```
READ A, B1: CS
```

Reads values from DA'IA instructions in the body of the program, "The example reads values into variables $\mathrm{A},[\%$, and CS .

## REM

WE THIS A REMARK
Includes remarks in the body of a program for the benefit of a hutnan reader.

## RESTORE

RESTORI:
Causes the next READ instruction execuled to begin reading at the first itcen of the frst DATA instruction in the progratn.

## RESUME

RESUME
A the end of an error-handling routine (see ONERR GOTO), causes resumplion of the progratn at the beginming of the insinuction in which the error occurred.

## RETURN

AETORN
The last instuction in a subrouline returns control from a subroutine to the instruction following the GOSUls that called the subroutine.

## RIGHT\$

RIGHT5 ("APPLESJORT", 4)
Yields a specified number of characters from the end of a slfing. The example yiclds the sting SOFT.

## RND

Rid \{1\}
Yields a random number berween 0 and 1 . 7ero and negative argument values yield repealable sequences of random numbers.

## ROT=

ROT:- 16
Sels the angular retation for high-resolulion shapes to be drawn with DRAW or XIPRAW. The exatnple causes the shape to be rotated 90 degrees clockwise.

## RUN

RUN
RUN 500
RUN DEMO
Executes an Applesoft plogramt, the first example execties the program currently in memory from the beginning; the second executes the program in memory, starting at line 500 , the third loads and executes a program from a disk file named DEMO.

## SAVE

save demo
Writes the named Applesolt program currently in memory to a disk. The example writes the program to a disk file named DFMO.

## SCALE=

fSCALE= 10
Sets the scale facter for high-resolution shapes to be drawn with DRAW or XDRAW. The example causes the shape bo be drawn ten times biggel than the definition given in the shape table.

## SCRN

SCRN 110,201
Yields the code for the color currently displayed at a designated position on the lowresolution graphics sercen. The example yields the ade for the color at column 10 , row 20 ,
SGN
$\sin \{-74$ 4
Yields a value of $-1,0$, or +1 , depending on the sign of the argument, The example yields -1.

## $\$ 1 \mathbb{N}$

SIN (2)
Yields the sine or the argument, which must be expressed in radians. The example yields .909297427.

## SPC

SPC (8)
Introduces a specified number of spaces into the line being writiten by a PRINT instruction. The example writes cight spaces.

## \$PEED=

## SPEFDu 5C

Sets the rate at which text characters are to be sent to the display screen of other input/outpul device. The slowest rate is 0 the fiasest is 255 .

## SeR

serkz
Yields the positive square root of the argument; the example yiclds 1.41421356.

## STOP

stop
Tominates the execution of the program and relurns control to the user, $A$ message is displayed identifying the program line in which the STOP instruction appears.

## SIR

STRS (12.45)
Yields a string representing the numeric value of the argument. The example vields the string "12.45".

## TAB

TAB \{23\}
Positions the text cursor al a specified position on the outpul tine during execultion of a PRINT instruction. The example moves the cursor to column 23.

## TAN

TAN (2)
Yields the langent of the argument, which must be expressed in radians. The example yields -2.18503987.

## TEXT

text
Converts the display to 24 lines of text, with the cursor positioned a the beginning of the botion line.

## JRACE

trace
Causes the line number of each instruction to be displayed on the screcn as it is executed.

USR
USR (3)
Executes a machine-language subroutine supplied by the user, passing is a specified argument. The subroutine is entered via a JMP' (jump) instruction stored at addresses 50 A through $\$ 0 \mathrm{C}$ hexadecimal. The example passes the argument value 3.

## VAL

VAL ("一 3. 7e 4 ")
Yields the numeric value represcned by the string supplied as an argument. The example yields -37000 .

## Y!IN

VLIN 10,20 AT 30
Draws a vertical line in low-resolution graphics, using the current low-resolution display color. The example draws a line down column 30 from row 10 to tow 20

## VTAB

## TTAB 15

Positions the cursor to a specified row of the text display. The example moves the cursor to row 15

## WATT

```
WAIT 49347. 15
```

WAIT 49347, 15, 12

Suspends program execution until a specificd bid pattern appears at a specified memory locauon. Used to wait for a status signal fiom a peripheral device. The second and (optional) thild arguments are masks: the second specfies which bits of the designated location are of interest, the third specifics the values to be tested for in those bits. The first example suspends execution until a 1 bit appears in any of the four low-order bit positions of location 49347 , the second waits for a 1 bit in posilton 0 or 1 or a o bit in position 2 or 3 .

## XDRAW

XDRBM 4 AT 50, 200
KDRA 4
Draws a shape from the shape table cufrently in memory at a specified point on the high-resolution graphics screen. Each point in the shape is plotted using the complement of the color currently displayed al that point. Typically used to erase a shape already drawn. The firs example erases shape number a beginning in column 50, row 100, using the current scale and rotation setungs; the second example erases shape 4 at the last point plotled by HPLOT, DRAW, of XDRAW.


## Appendix B

## Reserved Words

Table 131 show's a list of Applesoft's reserved words, In most cases these character sequences cannot be used as, or embedded in variable names.

The ampersand character ( 8 ) is reserved for Applesoft's internal use and for usersupplied machinc-language toutines.
XPLO' is a rescrved word that does not cormespond to a current Applesoft statement.
Some reserved words are recognized by Applesof only in certain contexts:
COLOR, FCOLOR, ROT, SCALF, and SPEED are interpreted as reserved words only if the nex nonspace character is an equal sign ( - ). This is of little benefit in the case of COLOR and HCOLOR, as the embedded reserved word OR prevents their use as variable names anyway.

HIMEM and LOMEM are incerpreted as rescrved words only 1 the nexa nonspace character is a colon ©.
in and Prt are interpreted as reserved words only I the nemt nonspace character is a number sign (*).

SCRN, SPC, and TAB are interpreted as reserved words only if the rext nonspace characler is a keft parenthesis, (6
ATN is interpreled as a reseryed word only if there is no space between the $\mathrm{T}^{7}$ and the N. If a space occurs between the " $]$ and the N , the reserved word $\mathrm{A} T$ ' is interpreted instead of ATM.
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os intergreted as


－
Lable is－1 Applesaff Resorved Words

| 5 | FLASII | ［17 | O＊ |  | 4．SR |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  | EN | ITW | 『「\％． | SCAJF： |  |
| NJT |  |  |  | Scrac |  |
|  | CK | 1．15\％180 | PLOT | SCN | UAI， |
| Ght， | 903513 | HeN |  | SILCのD | W，\％ |
| CILE $\$$ | 40） | ［LE］${ }^{\text {c }}$ | POP | Sik | ソ\｛t， 3 |
| CLEAR | OR | L． 1 fil | P6： | Sx， |  |
| COLOK |  | LOM1） | PRIN［ | spleal＝ |  |
| Cont |  | L65 | PPR $\#$ | Sold |  |
| cos | ［10ccome $=$ | LOM1im |  | 81F＇以 |  |
|  | H6R |  |  | Stm］ |  |
| Thicm | H16R2 |  | EHAD | WTOTH | W•品 |
|  | HILMEM： | M110s | RtChLL | SIC．${ }^{\text {c }}$ | Xblatw |
| TEFI． | 1 HLN |  | K15＇roxic |  |  |
| DuN | HCMIS |  | ETE： |  |  |
|  | MPI． $\mathrm{ch}^{\circ}$ | NW\％ | ETSTCRE | 76T\％ |  |
|  | HTM3 | NTX＇I | Wactu | low |  |
| TW13 |  |  |  | ＇TM ${ }^{\text {PT }}$ |  |
| TSP |  | MrS | 101＂ | TH1：${ }^{\text {a }}$ |  |
|  |  | NO1］ACE | Hid ${ }^{\text {N }}$ | 10 |  |
|  |  |  |  | ＇I＇thacis |  |



## Glossary

address: A number used to idenify something, suct as a localion in the compuler's memory.
algorithm: A step-by-sticp procedure for solving a problem or accomplishing a task.
Apple Il: A family of personal computers. manuractured and sold ly Apple Computer, Inc.; gencric name for all compulers in the scrics.
Applesolt: An extencted version of the 1BASIC programming language used with the Apple Il family of computers and capable of processing numbers in floating proint fiarm. An interpreter for creating and execuling progratms in Applesof: is built into the Apple a system in ROM.
arithmetic operator: An operator, such as + that combines numeric values to produce a numeric result; compare relatonal operator.
BASIC: /Regimers Aliphopose Symbolic fhsimuction Codde a high-level programning language designed to be casy 10 lcarn and use
brauche to send program execution to a line or instruction othet than the next in sequence,
buge An eror in a program that causes it not to work as intended.
catalog: A list of all fites stored on a disk; sometimes called adirectory.
chenracteri A letter, cligit, punctuation mark, or other writen symbol used in printing or displaying information in a fom readable by humans.
codes (1) A number or symbol used to tepresent some piece of information in a compact of easily processed form. (2) The statements or instructions making up a program.
command: $A$ communication from the user to a computer system (usualty typed from the keyboard) disecting it to perform some immediate action.
computer: An electronic devece for performinhs predefined (programmed) compultations an hight speed and with great accuracy.
computer wystenz: A computer and is ibsochatced hardware, firmoware, and soltwite.
concatenate: Literally, "to chain logether"; to combine two or more strings into a single, longer string containlng all the chatacters inthe original strings.
corditional branclu A branch that depends on the truth of a condition or the value of an expression.
control variatlle see index varialle
counter: A variable used wo kep track of passes through a logn. Counters oflen have the form $\mathrm{X}=$ $\mathrm{X}+1$.
crash: When a program unexpecredly ceases operating, possibly damaging or desiroying information in the process.
cursor: A marker or symbol displayed on the screen that $n$ narks where the user's next action will take effect or where the next character ryped from the kcyboard will appear.
debuge 'To focate and correct an error or the ciuse: of a problem or malfunction in a computer system, Typically used to refor to soflware-related problems.
deferred execution: 'The saving of an Applesol': program line for execution a a later time as part of a complete progran; occurs when the line is typed wilh a line number. Compare immediate crecution.
deluy lonp: A loop whose pupose is ro slow down the cxecution of a progran.
define: To assign a value to a variable.
disk: An information-storage unediun consisting of a flat, circular inagnetic surfiace on whicli information can be recorded in the form of sinall magnenized spots, sinnilarly to the way sounds are recorded on tape.
disk drive: A peripheral device that wries and reads information on the surface of a magnetic disk.
display: (1) Informakion exhibited visually, especially on the screen of a video display device. (2) To cxhibit information visually. (3) A display device.
displiy device: A device that exhibits information visually, such ta a lelevision receiver or video. montior.
display sereen The glass or plastic panel on the front of a display device, on which images are displayed.
edit: To charige or modify for example, bo insert, renove, replace, or move text in a document.
error message: A message displayed or printed so nolity the user of an error or problen in the execution of a progran.
execute: To perfirm ox carry out a specified action or sequence of actions, such as those defined by a prograin.
file A collection of information stored as a named unit on a peripheral storage mediun such as a disk
filename: 'The name under which a fie is stored On a disk.
firmware: Name applied io prograrts stored in read-ortly memory.
format: (1) The form in which information is organized or presented. (2) To specily or control the lonnar of infornation. (3) to prepare a blank disk to reccive information by dividing is surface into tracks and sectors, also Initiatize.
graphics; (1) lnformation pressentest in the form of pictures of images. (2) The display of pictures of inages on a comphater's displaty screcti.
Compare text.
hacker: An experienced programmer
hand control: An optional peripheral device that can be connected to the Apple If's hand control connector and has a rotating dial and a push button; typically used to control ganie-playing programs, but can be used in more serfous applications as well.
hang: for a progran or system to "spirz its whec|s" indefinitcly, perforning no uscflu work.
hard copy; Information printed on paper lo human use.
immedlate execution: 'The execution of an Applesolf progran line as soon as it is typed. occurs when the line is typed without a line number. Compare deforred enecution.
tndex variable: A variable whose value changes on each pass through a loop; oflet called controt variabte or loop variable
infinite loop: A section of a progran that repeats the same seguence of acuons indefinitely.
information: Facts, concepls, or instructions represented in an organzed fom,
intitilize: (1) To set to an initial state or value in preparation fiox some computation. (2) Fo prepare a blank disk to receive inforanation by dividing is surface into tracks and sectors, also format:
input: (1) Information transferred into a computer from some external source, such as the keyboard, a disk drive, or a modem, (2) The act or process of transfioring such information.
input variable: Vartable whose value is assigned by the user via an 1NPUT instruction, as opposed b one whose value is assigned by the programmet using an assignment or similar instruction.
instruction: A unit of a program in a high-level programming language that specifics an action for the computer to perform, typically eorresponding to several instructions of machine language.
inceractive: Operating by means of a dialog between the computer system and a human user.
interactive programming: Gencrating programs that operate by means of a dialog between the computer system and a human user.
interface: 'The devices, rules, or conventions by which one component of a system communicates with another.
inverse video: 'The display of text on the computer's display screen in the fom of dark dols on a light (or other single phosphor color) background, instead of the usual light dots on a dark background.
keyboard: The sct of keys, similar bo a typewriter keyboard, for lyping information to the computer.

## language: See programoning Linguge.

## line See program line.

line number: $A$ number that identifies a program line in an Applesoft program.
load: To transfer infrmation from a peripheral storage medium (such as a disk) into main memory for use, for example, to transfer a program froo memory for execution.
loop: A section of a program that is execuled repeatedly until some condition is met, such as an index variable reaching a specified ending value.

Iop variallef See index varialle.

Iow-resolution graphics: the display of graphics on the Apple It's display screen as a sixteen-color array of blocks, 40 columns wide and either 40 or 48 rows high.
memory: A component of a compuler system that can store information for later retricval; see main memory, random-access memory, read-only nemory.
nenti A list of choices presented by a program. usually $n$ the display screen, form which the user car select.
mode: (1) Any of several ways a computer interprets information. (2) A state of a computer or system that determines ths behavior.
nested loops A loop contained within the borly of another loop and executed repeatedly during each pass through the containing loop.
nested subroutine call A call to a subroutine fixan within the body of another suliroutine.
numerie variable: sec varialble.
pperator: A symbol or sequence of characters, such ast or $\Lambda V^{\prime}$, specifying an operation to be performed on one or more values (the operands) os produce a result.
output: (1) Information transferred 「rom a computer to some external destimation, stich as the display screen, a disk drive, a printer, or a modem. (2) The act or process of transferring such information.
pass A sirgle exeoution of a loop.
precedence: the order in which operalons are applied in evaluating an expression,
printer: A peripheral device that writes information on paper in a form easily readable by humans.
programs (i) $\lambda$ sed of institetions that describes actions for a computer bo perform in order to accomplish some task, conforming to the rules and conventions of a particular programming
language. In Applesofin, a sequence of program lines, each with a different line number. (2) To write a program.
program line: The basic unit of an Applesolf: program, consisting of one or more instructions separated by colons ().
programmer: The human author of a program; one who whies programs.
programming: The activily of whing programs.
programming tanguage: A set of rules or conventions for writing programs.
prompt: (I) To remind or signal the user that some action is expected, typically by displaying a distinctive symbol, a reminder message, or a menu of choices on the display screen. (2) An instruction or reminder message that appears on the display screen.
prompt character; (1) A text character displayed on the screen to prompt the user for some action, Often also identifies the program or component of the system that is doing the prompling: for example, the prompt character I is used by the Applesofi BASIC Interpreter. Aso called prompling character, (2) Someone who is always on time.
prompt message: A message displayed on the screen to prompt the user for some action. Also called prompting message.

## RAst See roundomaccess memory

random-access memory: Memory whase contents can be both read and writien; of en called read-urtie memory. The contents of an individual location in random-access memory can be refered to in an arbitrary of rimdom order. The information contained in this type of memory is erased when the computer's poover is eurned off, and is permanentiy lost unless it has been saved on a more permanent storage medium, such as a disk. Compare read-only memory.
read: To transfer information into the eomputer's menory from a source external to the counputer (such as a disk drive or modem) or into the computer's processor from a source external to the processor (such as the keyboard or main memory).
read-only memory: Memory whose contents can be read but not whitten; used for storing firmware. Information is written into read-only menory once, during manufacture; it then remains there permanently, even when the computer's power is tumed off, and can newer be erased or changed. Compare random-access memory.
read-write memory: See random-access mennory:
relational operator: An operator, such ass, that compares numeric values to produce a logical result; compare arithmetic pperator.
reserved word: A word or sequence of characters. reserved by a programming language for some speciat use, and therefore unavailable as a variable name in a program.

## ROAL See read-only mennory

routune; A part of a program that accomplishes some task subordinate to the overall task of the program.
mun: (1) To excoule a program, (2) To load a program into main memory fron a peripheral storage mediunt, such as a disk, and execute it,
save; To transfiar information from main memory 10 a peripheral storage medium Ior later use.

## screen: Seedisplay screen.

starling value; The value assigned to the index variable on the lirst pass through a loop.
step value: the amount by which the index variable changes on each pass through a loop.
steprise refincment: A technique of program development in which broad sections of the program are laid out first then elaborated step by step unil a complete program is oblained.
string: An itern of infommation consisting of a sequence of text characters.

## string variable: see variable.

subroutine: A part of a progran thal can be executed on request from any point in the program, and that returns control to the point of the request on completion.
syntax: The nules governity the structure of statements or instructions in a progranming language.
şstem: A coordinated collection of interelated and tmeracting parts organized to perforin some Function of achieve some purpose.
cext: (1) Information presented in the form of characters readable by humans. (2) The display of charaeters on the Apple II's display screen.
Compare graphics.
user: The person operating or controlling a computer sysien.
user interface; The rules and conventions by which a computer systen communicates with the person operating it.
value: An item of information that cm be stored in a variable, such as a number or a string.
Fariable: (1) $A$ jocation in the computer's memory where a value can be slored. (2) The symbol used in a program to represent such a location.
wraparound The putomatic continuation of text from the end of one line to the beginning of the next, as on the display screen or a printer.
writes 'Tb transfier information from the computicr io a destination external to the computer (soch as a disk drive, printer, or modem) or from the conputer"s processor to a destination external to the processor (such as unain meinory).

## Index

## Cast a Characters

$\$$ (dallar sigar) 22
\& (ampersand) 99)

* (plus sign) 8-11, 22
- (suberaciton operater) 8-11
- (period) 30
- (mulliplicalion operator) 8-11

7 (division operator) 8-11
: (colon) 6-66
( (semicolon) 19, 39
$<$ (less than operator) 39
$<=$ (not greater than operator) 39
< (not equal to operaco) 39

- (equal sign) 1239
$>$ (greater than operator) $\$$
$>=$ (not less thant opmertulor) 39
?(question mark) 18, 19-20, 10
1 (righlm brackel prompl) ix, x


## A

ABS instruction 85
adding lines 20
addition operator( + ) B-11
precedence and 10-1
algorithms 66
ampersand( 8 ) 99
animation 56-57
aribmetic E-11
arithmetic opcrators $8-9$
arrow kess 4
.SC instuction bi
assignment instructions 18,85
AT insruction $48-49,99,100$
ATN instruction 85, 99

## B.

branching See GOTO in.tiruction

bugs 4-5
see also debugging; errors

## C

Call. insuruction 86
calalog 29
CAT command 25,31
centering text 75-76
checkbook balaneing
program 66-63
CHRS instruction 86
clearing screen 20-23
CIEAR instruction 86
code see programuing: programs colon Q 65-66 COLOR= instruction $47,86,99$
color graphics 44-51
color monitor 44
comments See REx instruction
compuler languages vii
concalenation 22
condianal brancting
See IF...TBE: 's instruction
CCNT instruction 86
Controt- 37
Control-Reset x
controlled loops 54-58
cos insuruction 86
counters 6

## D

DA:A instruction 86
debugging \{-5, 14, 23-25
by prinuing 32-33
soe also errors
deferred execution 24-25
DIII IN instruction 86
delay loops $57-58$
DELITE command $3 ?$
Delete key 1
DEL insiruction 87
DIM instruction 87
disk dives 28
starting up whout $x$
dists 28
clifislay, 40-columa 11,70
division operator (\$) 8-11
procedence and 10-11
dollar sifg (\$) 22
drawing thes 他-50
DRA $W$ instruction 87

## E

editing programs 4-5, 20
EXD Instruction 39, 63-64, 87
equai sign ( $\Rightarrow$ ) 12
equal to( $\Rightarrow$ ) operator 39
crror messages 3-4, 24-25
REEMTER 23
RETURN WITHoUt gosug 64
SYFTTAX ERROR 3-4
TYEZ MISPATCH la
errors 4-5
trapping 41,79
See also debugging
execution 3, 24-25
exit options, designing 79-80
EXP instruction 87

## F

foles Soe programs
H．ASH instruction 的
FN insurruction 87
formating screens $70-76$
TORXNIXY instruclion 5i－58， 8 B
Sit？instruclion andi 56－57
fo－column display 11
HTAL Instruction and 70
fractions 9
FIRE instruction 8 8

## $G$

cile inslruction gr
GOSUBTRETURN
instruction 62－63，88
GOTO instruction 36－37，63， 88
18．．．THIN instruction and of

graphies
FORMNEXT instruction and $55-57$
low－resolution 4i－5 1
RND in．struction and 50－51
variables and $47-18$
graphics node 44－45
greater than（＞）operator 39

## H

hard copy spe primuing
JICOL．OR＝instruction 88： 99
1 CH ifsuction 89
1 IGik2 instruction 59
11f，MEM：instruction 69，99
HLIN instruction $48-19,89$
HO．ME：instruction 20－21， 89
HPLOT｜nstruction 89
HTA 13 instruction 70－73，90

## L $\perp$ K


Gote imsurtion and to
itnmediats exceution 24－25
INe instrution 90,99
inctementing counters 侟
inl mite loops 37
INPLAT instruction 18－20，73，90
string variables and 3
input varimble 18
inservaction（s）
assignment 18，en
multiple 65－66
summary of 85－97
See also spocitic itastrucitox
interactive progeforming is 78－63
INT instrucuis． 90
INVIERSM：inshructorn 7h－75，90

## h

janguages vii
ILEFIT tnstruction 98
Lefi－Arrow key 1
U2N instruction 75－76， 91
ksss than（＜）operator 39）
LEH＇instruction os
line number 23,20
lines
asting 20
drawing 价－50
nunover 11
USI command 21－22． 91
10， 0 command $29,31-32$ ， 9
LOG insiruction 91
109tIzM：inturuction 91， 99
loops $36-37$
conurolled 54－58
delay 57－58
lowercase 3
INVERSE instruction and 7
Jow－resolution graphics 44－51

## M

menory se RAW，ROM
merus 71－73
Mibs instruction 91
modes 4
modular programining 62－68
monitors 倠
thonochrome monitor of
multiple instructions 65－66
multiplication operator（＊）8－11
precedence and 10－11

## N

naming
numerict variables 13,23
programs 29－30
string variables 28
NEW command 2－3， 92
NPXI＇instruction See FTrkN：XT instruction
NORMAL instruction 74－75，92
not equal 10 （ $>$ ）operator 39
nol greater than（＜- ）operator 39
not kess than（＞－）operator 39
NOTRACE instruction 92
numbers，解 text 22
пumeric variables $11-1$ it
naming 13,23

## $\circ$

（2） 20
ONITEX GOTO instruction 92
ON．．．GOSUB instruction 92
（N）．．．GOTO instruction 92
operators
arithmotic 8－9
relationat 38－43
order of precedence 9－11
parentheses and 10－11
argarizing programs 66
Ok instruetion 99

## P

parentheses
precedence and 10-11
reserved words and 99-100
R'D instruction and 50
PALSE program 62-63
IPDL insiruction 9
PEEK irstruclion 99
period () in filenames 30
MOF instruction 45-46, 48-49, 9
plus 5 部 ( 4 ), string variables and 22
POKE instruction 99
POP instruction 93
POS instruction 93
PRe command 33, 93, 99
precedenee 9-11
parcntheses and 10-11
printing 32-33
PRS"T instruction $2-4,14,19,98$ arithmeric and $8-11$ question mark (?) and 0
program line 23,20
programming viit-ix interactive $18,78-81$
modular 62-68
resources 81-82
programs viiil-ix
editing 4-5, 20
menus and $71-73$
naming 29-30
organizing 66
printing $32-33$
salving 29-30, 38
"user-filiandly" See interactive programming
prompt chatacter (D) ix, x
prompts 19-20, 7
designing 79
inverse 74-75
public domain sollware 82

## 0

questicen matk (e) 18, 19-20
PhNT inskuction and 60
quotation marks 8

## R

R"N (randon-access memory) 2 :
range erross 79
TiAD instruction 94
REENEEF: message 23
relational opetalors $38-15$
Rem instruction 11,94
reserved words 14, 20, 99-100
RTSTORE instruction 94
kISUME instruction 94
Iख:TURN instruction
Sep COSLIMPC:-"LUR.v instruction
[kerurt key 23
3ETVRE WITHOUT Go\$UB message 64
MGCITT mstruction 94
Right-Arow key 1
kid insiruction 94
graphics and $50-51$
120M (read-only momory) 28
ROT- instruction 94,99
IUN command $2-3,95$
runover lines 11

## $\$$

SAVE command 29-30,95
SCAlE= instruction 95, 99
scresen(s)
clearing 20-21
formating $70-76$
low-resplution 45-46
SCRK instuction 95,99
serticolon () 19,39
SGN insmation 95
SLN instruction 95
softwarc, public domain 82
Space bar 4

Spacevaker 73-74
paces 9
SPCC instruction 95, 99
STEED $=$ inseruction 95, 99
SQR instraction 96
starling up $\mathbf{i x}-\mathrm{x}$
\$71P insiruction 56-57
\$TOP nostruction 96
STES instnaction 96
sfing yariables 22-23
sutbrautines 6i-68
subsraction operator(-) 8-11
precedence and 10-111
SYMTAX ERROR mCssyer 3-1

## I

TABC instruction 96,99
tabs See ITTAB instruction:
TABS instruction; VTAB
instruction
TAN instnalion 96
television set 4
tex 22-23
cenlering 75-76
TETT instruction 46,96
texal mode 46
THEN instruction SeelF ..THEX instruction
10 instruction 100
TRACE ins[nuction 96
trapping errors 41,79
TYPE MISMATCR message 14
typing tristalkes 3,79

## u

uppercase 3
NVERSE instuction and $\overline{5}$
"userfifendly" programs

users groups 82
LESR instruction 96

## v

VA. instruction 97
variables 11-1k
FOIhNEXT insuruction and 55
graphics and $47-48$
input 18
marming 13, 23
mumeric $11-14$
surig 22-23
YLTH instuclion 18-49, 97
VTAB insIruction 70-73, 97

## $W$

WATI inslruction 97
$X, Y, Z$
XARAW instruction 97
XPLOT instruction 99

110 Index
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